1. Fill in the blanks.

   (a) [5 points] A strongly connected directed graph with $n$ vertices and $m$ arcs cannot have more than one strong component. (Exact answer please. No partial credit.)

   (b) [15 points] Name three kinds of search structure that we’ve covered in lecture this semester.

      binary search tree

      hash table

      treap

      ordered list

      unordered list

2. [20 points] Explain how to implement a sparse array as a search structure of ordered pairs.

   It is fully explained in the answers to the practice test.
3. [20 points] Find the Levenshtein edit distance from the string “bcbaca” to the string “abacbca.” Show the matrix.

You can let the rows correspond to the symbols of the first string or the second, the problem can be worked either way. I will let the rows correspond to the symbols of the second string.

<table>
<thead>
<tr>
<th></th>
<th>b</th>
<th>c</th>
<th>b</th>
<th>a</th>
<th>c</th>
<th>a</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td>a</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td>b</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td>2</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td>a</td>
<td>3</td>
<td>2</td>
<td>2</td>
<td>3</td>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>c</td>
<td>4</td>
<td>3</td>
<td>2</td>
<td>3</td>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>b</td>
<td>5</td>
<td>4</td>
<td>3</td>
<td>2</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>c</td>
<td>6</td>
<td>5</td>
<td>4</td>
<td>3</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>a</td>
<td>7</td>
<td>6</td>
<td>5</td>
<td>4</td>
<td>3</td>
<td>4</td>
</tr>
</tbody>
</table>

The edit distance is 3.

4. [20 points] Write pseudocode for the Floyd-Warshall algorithm. Assume that a weighted directed graph $G$ is given, whose vertices are the integers in the range $1, \ldots, n$. Weights of the arcs are given – the weight of the arc from $i$ to $j$ is $W[i,j]$; if there is no such arc, $W[i,j] = \infty$. Your code must compute back pointers.

This code is given in the answers to the practice test.

5. Consider the following code for a recursive C++ function.

```cpp
int f(int n)
{
    if(n > 0) return f(n/4)+f(n/4+1)+f(n/4+2)+f(n/4+3)+n*n;
    else return 0;
}
```

(a) [10 points] What is the asymptotic complexity of $f$ as a function of $n$, using $\Theta$ notation?

The recurrence is $f(n) = 4f(n/4) + n^2$. By the master theorem, the solution is $\Theta(n^2)$.

(b) [10 points] What is the asymptotic time complexity of the code as a function of $n$, using $\Theta$ notation?

The recurrence is $T(n) = 4T(n/4) + 1$. By the master theorem, the solution is $\Theta(n)$. 
(c) [10 points] Write pseudo-code for a dynamic programming algorithm to compute \( f(n) \) for a given \( n \). What is the asymptotic time complexity of your code as a function of \( n \), using \( \Theta \) notation?

We compute \( f[i] \) for all \( 0 \leq i \leq n \), in increasing order.

```c
f[0] = 0
for(int i = 1; i <= n; i++)
cout << f[n]
```

We computed \( n + 1 \) values, each of which takes \( \Theta(1) \) time, thus the time complexity is \( \Theta(n) \).

(d) [20 points] Write pseudo-code for a memoization algorithm to compute \( f(n) \) for a given \( n \). What is the asymptotic complexity of your code, in terms of \( n \), using \( \Theta \) notation?

Initialize an empty search structure whose items are ordered pairs of integers. Store the memo \((0,0)\) in the search structure. Let \( f \) be the recursive function given below.

```c
int f(int i)
{
    If there is a memo \((i,x)\) in the search structure, return x.

    Else, let result = f(i/4)+f(i/4+1)+f(i/4+2)+f(i/4+3) + i*i,
    then store the memo \((i,result)\) in the search structure,
    then return result.
}
```

Print the value of \( f(n) \).

You can prove that there are no more than \((\log_4 n + 1)\) predecessors of \( n \), although it’s tricky. Thus the time complexity is \( \Theta(\log n) \).

6. [20 points]

The first step of Johnson’s algorithm is to compute the heuristic function. On the weighted directed graph (a) below, label each node of (a) with the correct heuristic. (You do not have to show the steps of the algorithm for this. The example is small enough that you can simply compute the values in your head.) The next step is to compute adjusted arc weights. Label the arcs of (b) with the adjusted weights.
7. [20 points] Walk through the A* algorithm for the weighted directed graph shown below, where the pair is \((S, T)\). The heuristic is shown as red numerals. Show the heap and the arrays at each step.

\[ \text{Heap: } S \]

\[
\begin{array}{c|c|c|c|c|c}
S & A & B & C & T \\
\hline
h & 18 & 12 & 8 & 20 & 0 \\
\hline
f & 0 \\
\hline
g & 18 \\
\hline
\text{back} & \\
\end{array}
\]

\[ \text{Heap: } ABC \]

\[
\begin{array}{c|c|c|c|c|c}
S & A & B & C & T \\
\hline
h & 18 & 12 & 8 & 20 & 0 \\
\hline
f & 0 & 7 & 14 & 8 \\
\hline
g & 18 & 19 & 22 & 28 \\
\hline
\text{back} & S & S & S \\
\end{array}
\]

\[ \text{Heap: } BC \]

\[
\begin{array}{c|c|c|c|c|c}
S & A & B & C & T \\
\hline
h & 18 & 12 & 8 & 20 & 0 \\
\hline
f & 0 & 7 & 12 & 8 \\
\hline
g & 18 & 19 & 20 & 28 \\
\hline
\text{back} & S & A & S \\
\end{array}
\]

\[ \text{Heap: } TC \]

\[
\begin{array}{c|c|c|c|c|c}
S & A & B & C & T \\
\hline
h & 18 & 12 & 8 & 20 & 0 \\
\hline
f & 0 & 7 & 12 & 8 & 21 \\
\hline
g & 18 & 19 & 20 & 28 & 21 \\
\hline
\text{back} & S & A & S & B \\
\end{array}
\]

\[ \text{Heap: } C \]

\[
\begin{array}{c|c|c|c|c|c}
S & A & B & C & T \\
\hline
h & 18 & 12 & 8 & 20 & 0 \\
\hline
f & 0 & 7 & 12 & 8 & 21 \\
\hline
g & 18 & 19 & 20 & 28 & 21 \\
\hline
\text{back} & S & A & S & B \\
\end{array}
\]

T is fully processed, and we are done. The shortest path from \(S\) to \(T\) is \((S,A,B,T)\) obtained by following the back pointers.
8. [40 points] Write pseudocode for a DP algorithm which finds the maximum weight directed path in a vertex-weighted acyclic directed graph. Assume that the vertices are the integers $0, \ldots, n-1$, and all arcs are of the form $(i, j)$ where $i < j$. Arcs are not weighted.

Let $\text{int } W[n]$ be the array of vertex weights. Here is an instance of such a graph for $n = 10$, where $W[i]$ is in blue for each vertex $i$. The maximum weight of a directed path is 29, and the maximum weight path is indicated in color.

![Graph Example]

Assume the input includes a triangular 2-dimensional Boolean array $\text{arc}$ where $\text{arc}[i,j]$ is true if and only if there is an arc from $i$ to $j$. In the instance shown above, for example, $\text{arc}[2,3] = \text{true}$, while $\text{arc}[3,4] = \text{false}$.

This dynamic program should be correct. $V[i]$ = maximum weight of any path beginning at $i$.

```cpp
for(int i = n; i >= 0; i--)
{
    s = n;
    maxforw[i] = 0;
    for(int j = i+1; j <= n; j++)
    {
        if(\text{arc}[i,j])
            if(V[j] > maxforw[i])
            {
                forw[i] = j;
                maxforw[i] = V[j];
            }
            V[i] = W[i] + maxforw[i];
        if(V[i] > V[s]) s = i;
    }
    cout << \"The maximum weight of any directed path is \" << V[s] << \endl;
    cout << \"Here is the path.\" << endl;
    while(V[s] > 0)
    {
        cout << s;
        s = forw[s];
    }
    cout << endl;
}
```