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Abstract

Computers are ubiquitous in our lives, so skilled workers are needed to create the software these devices

require to operate. Computer science education, and more broadly, computational thinking are critical to

sustaining innovation and economic growth. Much of the research on early computer science education

focuses on block-based programming languages, a subset of visual programming languages. The intent

behind block languages is to provide novices an introduction into computer science principles and pro-

gramming in general, but there is a longstanding issue with learners’ transitional friction from block-based

languages to the more professionally used text-based languages. This makes the current use of block

languages predominantly narrow in scope: teaching just the basics of programming. Barring the rare ex-

ceptions of using block languages for a full course, most pedagogy utilizes block-based programming for a

matter of mere weeks before transitioning to text-based languages. Students initially learning with block

modalities typically learn programming fundamentals faster than those who start with text modalities,

but the differences tend to level off after the block-based learners transition to text-based programs, which

calls into question the benefits of starting in blocks. This transitional friction from block languages to text

languages arguably hinders the educational scaffolding required to develop students into professionals, so

addressing the sources of this friction is paramount to the educational process.

The first original empirical study is an investigation into the interaction of visual attributes of block-

based programming languages, which could help or hinder a programmer’s ability to read the program’s

code. The techniques were applied in a study of 30 professional programmers and 57 students from the

University of Nevada, Las Vegas for a total of 87 participants across four treatment groups. In that first
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empirical study, we were able to quantitatively determine that colors and color categorization are beneficial

for both novices and professionals. We recommend to have block-based programming environments employ

a left-margin aligned programming interface with even spacing instead of an open palette. Distinct block

shapes appear to be beneficial, although more testing is needed to determine what shapes make most sense.

Adding the capability to have comments and line numbers would be beneficial for novices and professionals

alike. This analysis lends itself to ongoing development on existing block languages to ease current learners’

transition from block languages to text languages.

The second original empirical study is an investigation into the features and functionality, or tools, of an

integrated development environment (IDE) for a block-based language. The study particularly focuses on

what an IDE needs to have available for developers to be able to perform adequately as well as what types

of context-aware capabilities an IDE could have to accelerate development practices. The study consisted

of 21 professional programmers and 102 students from the University of Nevada, Las Vegas for a total of

123 participants, all of whom were in a single group, and we analyzed their responses both together and

per experience group. The results indicate that a context-aware IDE for a block-based language would

be beneficial; thus, we recommend different sets of tools depending on the programming scenario. One

important finding is that, regardless of scenario, developers consistently rated example code as one of the

most helpful tools. We began the investigation hypothesizing that novices and professionals might have

very different needs. After our survey, however, we noted far more overlap than we expected in terms

of the type of information that both groups claimed were helpful. The key contribution of this research

project is to investigate the initial key components of a block-based language and accompanying IDE that

could scale in utilization from very young learners up through to professional programming activities. If

such a language and environment existed, it might reduce the transitional friction between products that

the community thought were only for children to those we presume might be only for professionals.
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Chapter 1

Introduction

1.1 Motivation

Computers are ubiquitous in our lives, from devices we recognize as computers to the mobile computers

we carry in our hands and pockets all the way down to all of our smart devices like thermostats, light

switches, and even range hoods. This proliferation of computing devices requires skilled workers to create

the software these devices require to operate. A 2021 “Beyond the Numbers” report by the U.S. Bureau

of Labor Statistics [4] states that from 2019 to 2029 computer occupations in aggregate are projected to

experience growth of 11.5%, about three times the average rate of job growth. Jobs for software developers

are projected to grow 21.5%, computer and information research scientists are projected to grow at 15.4%,

and a group that comprises of data scientists is experiencing explosive growth of 26.5%, albeit from a

smaller starting pool of jobs. These in turn will generate around a half of a million new jobs by 2029 on

top of the existing labor needs, which is only growing as people retire and transition out of the field. This

clearly demonstrates a need for education and training to fill these new openings. According to the NSF

2022 state of science and engineering report [5], science and engineering degrees account for 27% of degrees

awarded, and bachelor’s degrees account for nearly 70% of all science and engineering degrees awarded,

which most of these were in agricultural, biological, or social sciences. Science and engineering master’s

degrees increased the most in computer sciences and engineering, mostly driven by foreign students on

visas. The report goes on to say the “performance of U.S. K–12 students in STEM has been stagnant” as

measured by a lack of improvement in mathematics test scores for all students over more than a decade

while scores for underrepresented minorities lag behind white and Asian students. Thus, the report argues,
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the U.S. labor force for STEM jobs currently relies upon foreign talent.

There are many factors that contribute to, or prevent, students matriculating into and successfully

completing STEM education in their university studies. Some scholars question the belief that there is

a shortage of STEM workers [6, 7]; however, the aforementioned NSF report highlights demographic,

socioeconomic, and geographic disparities in education and performance at the K–12 level for STEM

education. A contributing factor is that K–12 educators often have little experience in STEM [8], especially

in schools at the lower end of the socioeconomic strata and with high populations of minority students [5].

Programming is challenging for K–12 students to learn, especially when their teachers do not have a

solid grounding in the concepts they are meant to teach. With teachers themselves having not learned

computational thinking nor computing concepts in their formative years, it is difficult to expect them to

obtain this knowledge from an undergraduate program designed to educate them how to broadly teach.

Thus, these educators themselves become adult novices in programming and are expected to learn how to

program, decipher which visual and text-based languages should be used for their instruction, and design

courses to teach students how to program while guiding them through this transition from blocks to text

languages. With the proliferation of both text-based and block-based languages only being outstripped by

the proliferation of opinions about programming languages, it is a heavy ask of our K–12 teachers.

How to increase student matriculation into university-level STEM programs is a multi-pronged problem

that requires many solutions from a diverse set of researchers. Some part of the solution includes the

approaches and programming languages for teaching computer science. Weintrop and Wilensky [9] conclude

that programming tool creators and educators will need to work together to facilitate solving this problem.

Papert was interested solving similar issues around computer science education; he created the Logo

programming language [10] to help children relate mathematical concepts to their experiences and interests,

which reinforced his constructionist educational philosophy [11]. Martin and Resnick expanded upon this

work by creating LEGO/Logo to scaffold upon Papert’s constructionist, activity-oriented pedagogy [12].

The intent was for students to actively participate in their scientific development, which enabled them

to learn how to think critically and systematically about problem solving. These pedagogical theories

led these researchers to create these early visual languages to help students learn STEM concepts. Papert

coined a term in his seminal work [10] for this, computational thinking, which is an apt term popularized by

Wing [13] and now used throughout the research literature as a universal approach to solving problems. Its

two main progenitors, Wing and Papert, conceptualized computational thinking from two different angles—

respectively, thinking like a computer scientist regardless of profession and the result of constructionist
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educational pedagogy that focuses on affective and social implications of computing.

Visual programming languages employ graphical elements, rather than solely text, to enable people

to create programs. These graphical elements abstract away implementation details and syntax while

allowing users to directly interact with the elements via a drag-and-drop interface from a menu onto an

editing palette. These, in turn, allow people to create programs with arguably more visual scaffolding that

might reduce some of the complexity of text-based languages. Most visual programming languages can

be classified into one of four primary categories: form-based, diagram-based, icon-based, and block-based

languages [14].

Block-based programming is receiving a growing amount of attention in the research literature and in

classrooms due to the typical focus of using these languages for educational purposes. The intent behind

block-based programming languages is to provide learners an introduction into computer science principles

and programming in general, with the visual representation being easier to understand than text-based

programming languages [15]. These languages typically employ bright colors, sprites (two-dimensional

bitmap), sounds, and a heavy emphasis on actions to get children engaged into the idea of programming

their own game. While these features make block languages playful and engaging, they lend to the critique

of later-stage learners that block languages are too simplistic for all the possibilities of programming, even

if they are unsure what those possibilities may be [16]. The primary question that is yet to be answered

in the research literature is if block languages are better than text-based languages at teaching students

programming concepts and, thus, fulfilling the future needs for professional computer occupations.

Unfortunately, this seems to have not yet borne out in the research. While many researchers seem to be

trying to answer that question, it needs to be considered if the limited nature of block-based programming,

and thus the limited duration of teaching computer science using these languages, prevents the deeper

learning necessary to truly understand programming concepts in depth. In much of the research literature,

studies are performed where block-based programming is used for a matter of mere weeks [2] [17] [18] [19].

While there are some rare exceptions of using block languages for a full course [20], block languages tend

to not be used to teach multiple semesters nor for more advanced concepts, which may in turn hamper the

scaffolding process, given the loss of the cumulative effect of time practicing writing in this modality [21].

Might this lack of depth and duration have contributed to the limited benefit currently seen with block-

based languages?

Additionally, few programming languages, whether block-based or text-based, are accessible to people

with disabilities, which may contribute to students with disabilities feeling uncomfortable with majoring
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in computer science [22]. Ensuring these students are able to access the same learning opportunities as

their peers is not just federal law. It is also how we ensure diverse perspectives are brought into computing

fields, which in turn may help prevent computationally-reinforced societal decline from impactful vectors

such as AI bias [23, 24].

Many computer science programs at the university level move from basic programming concepts in the

first semester and then proceed to object-oriented programming, data structures, algorithms, and beyond

in subsequent semesters. In order for block languages to be used, and effective, to scaffold the learning

beyond the introduction of the basic introductory course, they would need to be capable of handling

the complexities of teaching these concepts. Garcia et al. [25] created Block4DS to help address these

deficiencies, and some preliminary findings were positive [26]. While they found no significant difference

between learning outcomes between students who learned data structures with text-based or block-based

modalities, all students had prior working knowledge of text-based programming yet none had experienced

block-based languages prior to that course. This suggests that a thoughtfully constructed, scalable block-

based language might be effective throughout a computer science program. Interestingly, in that study,

female and English as a second language (ESL) students reported preferring the block-based language over

text-based pseudocode. The primary deficiency of the study is it compared the instruction method—video

based instruction given with pseudocode vs in the block language—via a concept-based pre- and post-

test without students actually writing code in either modality, which may have impacted any potentially

positive writing-to-learn effects [21].

Brennan et al. performed a study of existing Scratch projects from long-term Scratch programmers, and

although these projects initially indicated student fluency as evidenced by existing computational concepts

in the code, interviews revealed that students’ descriptions sometimes demonstrated significant conceptual

gaps, since they borrowed code from other projects and could not explain how the code worked [27]. This

effectively demonstrates the need for a curriculum that can scaffold learning experiences with algorithmic

computational problem solving to provide a strong foundation for success in future programming expe-

riences [28], and part of that may be having the proper block languages to take learners through more

than just the first few weeks of their programming courses. While there is an issue with the transfer of

learning at this stage, it is not yet known why this occurs. Bangert-Drowns et al. [21] posit that there may

be interference with the learning and writing relationship when students transition to new subject-specific

writing forms in general education, which could potentially equate to transitioning from block-based to

text-based modalities in programming. It could also be that the complexity of the curriculum at the stage
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where the transition occurs is so low that the starting modality would never have an effect.

Despite Whitley and Blackwell’s findings that professionals expect visual programming languages to

be less powerful, less readable, and less enjoyable to use than text-based languages [29], today there are

professionally-used programming languages that use visualization in some form, which indicates that it

is possible to entice professional programmers to use visual programming. For example, Unreal engine

employs Blueprints [30], which is a highly visual programming environment, albeit different from blocks, as

a primary programming modality. It is an interesting point to consider what makes some visual languages

acceptable or unacceptable in the eyes of professional programmers. Is it purely based on stigma or

popularity, or is it more based on the capabilities and attributes of each language?

The perspectives and opinions of software developers matter significantly in research about software

engineering [31], but while studies have been done with professionals using visual programming [32] [29] [33],

there is scant research specifically on block languages used by professionals. The experience and knowledge

of software practitioners is crucial to validate assumptions and evaluate the tools, techniques, and methods

software engineers utilize, and we know professional programmers do use visual programming languages.

Thus, the research should assess how professionals evaluate the tools, techniques, and methods used to

train the future generation of computer specialists. This could potentially generate the next generation

of block languages that could be beneficial beyond the first few weeks of programming education, which

could potentially be scaled to use broadly in professional programming contexts.

A radical concept to consider is if it would be possible to have a single programming language to cover

programming needs from educational inception through a professional career. Much of the research about

block languages revolves around the challenges of transitioning learners from block-based to text-based

languages. If such a language could be devised that is as instructional for young learners as it is powerful

for sophisticated computer scientists, then that transitional friction could be erased since that modality

switch would no longer occur. Additionally, students would experience the positive effects of writing-to-

learn over a longer period of time to accumulate more depth of experience. With this in mind, we should

endeavor to discover what attributes of visual programming languages professionals find to be beneficial

versus detrimental.

Could investing in introducing more powerful capabilities in block languages help them be used in subse-

quent courses and potentially used in professional development? What aspects of block-based programming

might be beneficial to professionals, and by breaking down any barriers to using block languages, could

we see professionals begin to adopt block-based programming at scale? In the first study, we address how
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the visual attributes of block-based languages are perceived by professional programmers and computer

science students alike. These attributes may enhance or deter student learning outcomes. Likewise, they

may contribute to how professional programmers perceive a language’s capability and usefulness in their

own projects. In the second study, we investigate how a structured IDE might improve the usefulness of a

block-based programming environment. Factors we analyze include the context-aware suggestions for what

types of blocks and structures to present to the user, error detection, error alerts, context-sensitive sug-

gestions for variable use, and determining the prominence of displaying links to documentation. With the

results of these studies, we can make a recommendation how to design a future block-based programming

environment.

1.2 Research Questions

With the importance of this topic and the breadth of application, there are a multitude of potential research

questions. Within the scope of this study, the broad research questions we plan to study are as follows:

1. What attributes of block programming languages and environments do professionals find to be ben-

eficial versus detrimental?

2. What aspects of block-based programming might be beneficial to both learners and professionals?

3. What capabilities could be added to a block language and environment to ease the transitional friction

for learners to become professionals?

1.3 Contributions

In the first study in chapter 3, we present the results of how professional software developers perceive

attributes of block languages to determine which visual attributes are helpful versus harmful. We then

compare these measurements to results we obtained from a pool of university level computer science

students. These results in turn provide insights into what similarities and differences there are between

the two groups: professionals and learners. A total of 87 participants took part in the entire study: 30

professionals and 57 learners. In the study we presented a small program to participants to have them

solve a programming question on a read-only basis. After each problem, we collected Likert scaled feedback

about how each visual attribute helped or harmed the participant’s ability to solve the problem.
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The survey instrument displayed a small program that was syntactically the same for all participants,

but the visual attributes were varied. When a participant was assigned to a particular set of attributes, they

were then given the same attributes for all questions in the survey. The motive of varying the attributes was

to be able to test how certain primary attributes affected the participants’ perceptions of block languages

in general. Particularly, we aimed to see how altering the color and layout of the small program affected

the participants’ perception of an array of attributes. We also aimed to determine if non-code helpers, such

as line numbers and comments, were perceived as beneficial even to small, simple programs. The results

of the survey were analyzed quantitatively.

In the second study in chapter 4, we analyzed potential context-aware capabilities of an integrated

development environment (IDE) for a block-based language. In particular, we sought to discover how such

an IDE could be context-aware enough to provide helpful suggestions and insights when programming.

We compared the results of professional programmers’ opinions with university level computer science

students. A total of 123 participants completed the study: 21 professionals and 102 novices. In this study,

we presented several different scenarios where the participant was asked to imagine a specific programming

challenge. The participant was given a small snippet of code and an indicator where the cursor was and then

asked to categorize 16 tools into helpful versus not helpful, for that specific scenario. Then the participant

was asked to rank the helpful items from most helpful, next most helpful, and on down the line.

The survey instrument displayed the same questions to all participants without any changes or varia-

tions. The intent of the single-group design was to determine if there was any preferential deviation between

tools and if there was a difference in tool preferences between professionals and novices. Specifically, we

aimed to find if some tools are broadly more important than other tools, if certain tools are more important

in various scenarios, and if professionals and novices view the tools’ usefulness differently. The results of

the study were analyzed quantitatively.

1.3.1 Summary of Results

The first study quantifies what visual attributes professionals and learners stated to be helpful or harmful

for completing tasks. Results show that colors and color categorization are beneficial for both learners

and professionals. Color is beneficial for people without visual impairment and is critical to assess for

those with visual impairment. Determining how to use colors and categorize colors would be a beneficial

step forward for a future work. When analyzing the results of a horizontal, dispersed block layout, this

format is shown to be harmful to understanding for learners and professionals. The evidence shows that
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allowing blocks to be randomly placed on the palette, thus forcing horizontal scroll, is detrimental to both

learners and professionals. Distinctive block shapes were beneficial to task completion across the board for

learners, but results were split for professionals. While we do not have significant measures of correctness,

the benefits of block shapes were circumspect for professionals. This attribute needs to be studied further,

especially considering how it could impact visually impaired learners. Results additionally show that the

lack of comments and line numbers are harmful for both learners and professionals alike. The evidence

demonstrates that both groups would find the ability to include comments and reference line numbers to

be beneficial.

The second study quantifies what individual tools, or features, professionals and novices found to

be beneficial in various scenarios. Professionals and novices categorized and ranked tools similarly, so

there was no significant difference in experience groups. Results show that there are some tools, such as

“Example Code,” that are beneficial in a broad range of programming scenarios, while other tools, like

“Source Control,” are not as beneficial to have in the IDE. Other tools are beneficial to display consistently,

such as “Blocks for Conditionals” or “Blocks for Controls,” whereas there are some specific use case tools,

like “Blocks to Import Additional Libraries” that appear to provide little benefit. Overall, the results

indicate that a context-aware palette of tools appears to be a beneficial addition to a block-based IDE. As

discussed with Laxmi Gewali [34], this dissertation is at the intersection of computer science education,

human computer interaction, and programming languages.
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Chapter 2

Review of Literature

2.1 Overview

The goal of this review is to investigate the role of block-based programming languages in computer

science education, particularly how transitional friction plays a part of reducing the value of starting the

early educational stages in block languages instead of text. We provide an overview of the history of

block languages and they fit into the landscape of visual programming languages. A review of benefits and

drawbacks to block languages examines why block languages are utilized, albeit on a limited basis. Through

this review, we discover that important groups are underrepresented in the research about block languages:

people with disabilities as a whole, adults who only need to perform ad-hoc programming activities, K–12

teachers (who need educating on computer science fundamentals), and professional programmers.

2.2 Literature Distribution

For this research, we analyzed 403 research papers on visual programming languages. From that, we

categorized a sampling of 141 research papers related to block-based programming, with the primary goal

being to find gaps in the research where certain groups have been under-studied. Additionally, we wanted

to determine which visual elements of block-based programming help or hinder use. While this review is

not comprehensive of every research paper about block-based programming, it does cover a broad swath of

the current literature. Papers were chosen for classification by choosing a sampling of these top 403 most

relevant articles from the ACM’s, IEEE’s, and ScienceDirect’s digital libraries. We classified the papers in

figure 2.1 across age-experience groups: K–12 students, university students, adult novices, computer science
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Figure 2.1: Research By Group
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educators, professional software engineers, and a “none” category, which typically meant it presented a new

block-based tool without additional research done on it. With this classification, we found that 77.3% of

papers studied the effects of block-based languages on K–12 student participants, whereas 8.5% of research

was conducted with university students as subjects, and there were no papers that performed any type of

block-based programming research on industry-level computer scientists.

Additionally, less than 3% were conducted on adult novices and 6.3% with educators as the participants

of the study. If we are to ensure that everyone has access to computational fields, we need to ensure we

understand how adults can be better served by block-based languages, whether they are learning to program

for themselves or they are educators who are planning to teach our students. Thus, the research body should

be expanded to quantify the teaching and learning capabilities that block-based languages afford or deter.

2.3 Visual Programming Languages

The true roots of visual programming languages are debated. While some consider the first visual lan-

guages to have started in the 1980s with Pict [35], Blox 2.2 [1], LabVIEW [36], and Logo [10], which is

purely text-based with visual components, others [37, 38] go back as far as Jackson’s [39] work on visual

structured programming or Sutherland’s [40] dissertation work on a graphical associative programming
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Figure 2.2: Glinert’s Blox, an Early Visual Programming Language [1]

language in 1966 as the original, albeit rudimentary, visual programming languages. Logo, which was

started in the 1960s [41], long before adding visual components, is the progenitor of over 300 program-

ming languages [42], many of which are visual languages such as Scratch 2.3 and LogoBlocks, a true

visual programming implementation of Logo [43]. Myers [44] asserted that visual languages include flow

charts or graphical languages that are processed in multi-dimensions, not in a one-dimensional stream like

conventional text-based languages.

With humans being so highly visual [45], it comes as no surprise that visual languages have been in

development and use for so long. Visual programming languages attempt to convert the complexity of

programming syntax to a graphical representation. This visual element serves multiple purposes; at a

minimum they act as a memory aid, simplify complex character sequences into something more intelligible,

and provide a more appealing layout. Arguably, visual languages are more approachable to first-time

learners; unfortunately, this visual representation is not easier for everyone. It is understandable, although

not excusable, that people who are blind or low-vision are often not considered in the context of using

visual languages. While that is in progress of changing [46, 47, 48], these tools have not yet penetrated the

list of top educational programming languages.

Visual programming language implementations run the gamut of education [49, 50], robotics [51], video

game development [30, 52], and, more specifically, block-based programming languages have been created

for specialty concepts such as robotics [53], data science [54, 55], Internet of Things (IoT) [56], to aid in

computational thinking in archival science [57], parallel programming [58, 59], notebooks [60], and IDE-

like workbenches [61] for block languages. Visual programming languages can be classified into one of four

primary categories: form-based, diagram-based, icon-based, and block-based languages [14].
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Figure 2.3: Scratch, a Block-Based Programming Language Designed for Children [2]

2.4 What Are Block-Based Programming Languages?

Block-based programming languages are a subset of visual programming languages. Block languages use

a puzzle-piece metaphor approach to programming [2]; blocks are similar to puzzle pieces in that they

can interlock with each other to create programs. In these environments, users drag-and-drop blocks

that represent program components, such as variables, conditions, expressions, and statements, onto an

editing palette. Some languages only allow blocks to be interlocked vertically, some only allow horizontal

interlocking, and many employ both vertical and horizontal interlocking to construct program syntax.

These blocks help to show semantic groupings of code, such as nesting a group of commands inside of a

while loop. Some of these languages allow multiple grouping of blocks disaggregated from each other, while

others require all blocks to be connected. Many block-based languages tend to not require left-alignment

to a margin as a text-based programming language would in a traditional IDE. This means blocks could

be dispersed on various parts of the canvas, called spatial layout, which potentially would allow more code

to be seen on a single screen. Blocks could be broken into logical chunks, such as functions or imports,

and placed horizontally as desired. This would affect both the potential scrolling directions on the canvas

and how the blocks can be arranged. It is often unclear how programs will execute when the disconnected
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Figure 2.4: Blockly, Google’s Block-Based Programming Language [3]

blocks are dispersed across the canvas, and each language implementation seems to have its own way of

dealing with that layout.

Visual cues, like color and shape of the blocks, help provide guidance on how the blocks can be snapped

together to form a logical grouping. Blocks that can interlock together usually will “magnetically snap” in

place with each other to ease construction of programmatic phrases. This also means blocks that cannot

interlock cannot be accidentally put in a place that would make the code syntactically invalid. The envi-

ronment prevents any groupings that are syntactically invalid. Some block languages only minimally allow

typing, limiting it to just filling in the blanks where variable names and numerical and string literals go,

whereas others allow for broader use of the keyboard to provide more input flexibility to the programmer.

Utilizing blocks removes the need for complex syntactic elements, such as parentheses, braces, and semi-

colons to delineate code sections. Together, these arguably diminish syntactical precision as a barrier to

programming [62].

These environments share characteristics that are thought to aid in learning programming. In many

environments targeting children, programmers can create games, stories, and art with highly colorful blocks

that focus around actions like movement and playing sounds. Several distinguishing features of block

languages comprise of palette of commonly-used blocks for easy access and recall, using colors and shapes

to delineate programmatic concepts and placement, and employing natural-language descriptions of the

block’s purpose rather than esoteric syntax. Design decisions were made throughout the process of creating

these languages, which should be evaluated to determine if they are beneficial or helpful, such as the limited

palette of blocks, horizontal scrolling, colors that in some cases do not meet WCAG guidelines [63], access
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to documentation, and more. Even with historically mixed evidence for and against visual programming

languages [29, 64, 65, 32], they have proliferated. A small selection of currently successful block languages

include Scratch [49], Snap! [66], Alice [50], Blockly 2.4 [67], AppLab by Code.org [68], Makecode [69], and

Quorum [47].

The Scratch programming language is a seminal work among block-based languages. Resnik et al. [49]

state that digital fluency requires “not just the ability to chat, browse, and interact but also the ability

to design, create, and invent with new media,” which requires learning some type of programming. They

state that mastering programming is difficult because programming is often introduced with activities

that are not connected to someone’s interest or experience, as well as in contexts where novices could not

get guidance when things go wrong, nor encouragement to dive deeper when things are working. Papert

discusses the concepts of low floor, high ceiling, and wide walls [10]. He defines a low floor as the ease of

starting to work with a new technology, while a high ceiling provides for increased sophistication over time.

Wide walls is defined as encompassing as many use-cases as possible. Across the literature, core concerns

are to make Scratch tinkerable, meaningful, and social, which some term as “breadth,” or range of distinct

features used, and “depth,” which they define as the amount of features that are used [70]. In teaching

students scientific concepts with LEGO/Logo, Martin and Resnick [12] equated this type of student learning

to being both scientists and inventors. Students learned how things are by creating and testing theories

while simultaneously learning how things could be by creating new programs and brick-constructions.

2.5 Why Block Languages?

The research literature demonstrates that students without prior programming experience are at a reduced

likelihood of being successful in completing computing courses, and it is especially true for female students

and those from underrepresented groups [71, 72, 73, 74], which often causes high dropout rates in the

first course for these students. Bui et al. [75] found that students without prior experience who persist

through introductory computer science (CS1) courses go on to experience performance gaps in second

level computer science (CS2) courses, which in turn has a knock on effect for lower performance in upper

level courses [76], again affecting underrepresented groups and females to a higher degree. Bui et al. [75]

discover there is no difference in CS1 and CS2 performance between students with formal or informal prior

experience in programming as long as there was some experience prior to entering CS1, so the critical factor

is ensuring all students, especially those in less advantaged demographics, get experience in computing and
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programming prior to entering computer science programs.

There is a growing body of research discussing how novices, especially in K–12, can best begin learning to

program using block-based languages [77, 50, 78, 79, 80]. These languages are intended to entice students

to experiment and play as a method of learning programming skills and computational thinking. It is

thought that block-based programming makes it easier for novices to begin programming due to visual

cues, mitigating syntax errors, presenting the available set of commands, removing typing challenges, and

the use of natural language. Maloney’s stated [81] intention behind why Scratch was created is simply

that it “encouraged young people to learn through exploration and peer sharing, with less focus on direct

instruction than other programming languages.” Cooper’s [82] viewpoint on Alice is that it engages students

to program within a context to tell stories, which forces students to learn programming by engaging in the

process of writing code.

Weintrop et al. posited reasons why block-based programming might be easier than text-based pro-

gramming [19]. When we focus solely on readability, the attributes consist of the shape and visual layout,

memory aids by way of color categorization, and the perception that blocks are easier to understand due

to them being more like human-readable English (although approximating English is debatable depending

on the block language used). While attributes like color and shape do not change the meaning of blocks,

they may aid in comprehension, task completion speed, and recall. In block languages, colors are used

to categorize blocks into similar functions, so control structures, output, and operator block categories

are colored differently from each other. This differs from a traditional IDE where all keywords are the

same color, regardless of type; for example, “int”, “for”, “if”, and “public static void” are all the same color

in traditional text-based IDEs for Java even though they differ in function. Additionally, the shape of

certain blocks, such as looping structures, convey that all the code inside of them is grouped together,

which simplifies the concept of scope. It is claimed [81, 15] that these visual attributes work in concert,

potentially aiding in comprehension and learning programming. Price [83] reported that students complete

programming challenges faster using block languages, although it is not empirically shown if that effect

was due to these attributes and how they were designed.

Students’ interest in continuing to take computer science courses is, as expected, critical to success in

completing computer science programs. Armoni et al. [79] concluded that teachers reported a doubling of

students enrolling in additional computer science courses when students took an introductory course in a

block language first, which was attributed to their positive attitudes toward programming after the block-

based course. Weintrop and Wilensky [84] found that after a five-week programming course, students who
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used a block-based modality reported an increased interest in taking additional computer science courses

whereas those who took a text-based modality reported lower interest in subsequent courses. The caveat

to this is selection bias, since these students being studied are the ones who elected to take an initial

programming course. In many other cases [80, 85, 86], interest in additional computing courses started

high and remained relatively high by the end of the course.

2.6 Challenges with Blocks

While block languages afford many benefits to learners, there are challenges to their usefulness in education.

2.6.1 Self-Efficacy & Learning

The efficacy of visual languages has been long debated [29]. Dwyer et al. [87] posit that reading code

in block-based environments to be complex. When any block-based program grows to a certain extent,

there are many components to analyze, which attributed to the complexity. Fundamentally, when code

becomes more complex and longer, it does not become easier to read, even if it is a block-based language.

Additionally, the claims that blocks syntax, or even any programming language syntax, are easier to

understand than text due to any specific syntactic word choice, is a difficult claim to make [88, 89] and

should be further studied in future works. From some students’ perspectives, block languages are “less

powerful,” slower to author, more verbose, and “inauthentic” relative to text-based languages such as

Java [19]. These issues juxtapose the concepts that despite blocks trying to simplify programming concepts,

they might complicate it, while simultaneously being viewed as far too simple to be useful to some.

Weintrop [16] investigated code-reading comprehension for variables, iterative logic, conditional logic,

and procedures, but found no difference in program comprehension between text-based and block-based lan-

guages, which extends the need to do further research regarding Price’s [83] findings. In another study [90],

students demonstrated the ability to understand what a construct does but not how and when to use that

construct when solving problems. This presents a problem for constructionists who are champions for

self-directed students teaching programming principles to themselves. While some researchers [91] suggest

putting the onus on students to be more engaged in their own learning by pure discovery, this is a difficult

expectation to place on K-9 students, aka children, who are learning programming with Scratch or other

visual programming languages. Children are not always the most autodidactically rigorous, and this often

is even more true of those from disadvantaged groups. In cases of self-directed learning, we tend to see
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code quality [92, 93, 94] and comprehension [90, 95] issues.

In total, these challenge Papert’s and Resnik’s assertion of tinkerability and students leading their

own learning activities. While that certainly works in some cases, we must also remember the selection

bias inherent in their findings. While block languages do appear to be helping us move toward improved

computer science learning, we cannot place an undue burden of that onto the learning environment nor

the learner.

2.6.2 Accessibility

A major challenge for block-based languages, and really any visual language, is accessibility. A number

of researchers working to make block-based languages accessible to visually impaired students [46, 96, 47,

97, 48, 98], neurodiverse students [99, 100], and students with physical impairments [101]. Unfortunately,

these languages are not widely used throughout our society and educational system, which prevents many

students with disabilities from participating in computer science learning activities with their peers. At this

time it does not appear to that the Scratch team, LEGO corporation, or other prominent block language

developers are addressing these accessibility issues, but it would be beneficial if they did considering the

moral, ethical, and legal implications. When the Computer Science for All initiative was created, the “All”

portion of it was intended to be inclusive of everyone, not just those without disabilities.

2.7 Transitioning from Blocks to Text

How to transition novices from basic block-based programming into a more fully-featured text-based pro-

gramming language is frequently discussed in the literature. Studies often start with novices of various

ages to determine how to ease this so-called, “transfer of learning.” Unfortunately, with due deference to

the importance of transfer of learning research, studies showed that learning advantages may cease to exist

after only 10 weeks, meaning no additional impact [102]. If this transitional friction is true, this could bring

into doubt transfer of learning’s real impact if not generalized. Alrubaye et al. [103] gathered preliminary

results that indicates there may be a positive transfer of learning when moving from hybrid block/text

environments to a text-based environment, but it should be noted that it was a small scale study with few

participants and conducted over a two-hour period rather than an actual educational course. To really

understand if this “transfer of learning” is real and sustained, a longer-term study would need to replicate

these findings.
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Further, novices generally do not pursue adequate depth and breadth of their own volition [104], mean-

ing they tend not to learn advanced programming skills on their own, without a dedicated curriculum.

Kurland and Pea reported that young students with a year of self-guided, discovery-style programming ex-

perience in LOGO were able to write and interpret short, simple programs, but they had difficulty creating

programs involving fundamental programming concepts and had many incorrect perceptions of how pro-

grams work [105]. Moors et al. [95] concluded that self-guided exploration in block languages contributes

to poor programming practices and a lack of understanding programming fundamentals. Poorly learned

fundamentals and practices can exacerbate problems in the transition from block languages to a more

difficult text-based modality.

While there may not be a difference in capabilities when transitioning from block-based to text-based

languages, there may be a deleterious effect on confidence. In studying the effect of transitioning from

Alice to Java or C++, Powers et al. found that students were overwhelmed by all the syntax, and they

were discouraged when their programs would not compile, which led to both strong and weak students

losing confidence in their programming capabilities [106]. Students found Alice and Scratch, in another

study that compared Scratch to text-based programming [80], to not resemble “true” programming, and

students that programmed in text-based languages had higher confidence in their skills. Sometimes words

like “authentic” or “inauthentic” were used to describe such observations by students. Loss of confidence

has shown to be a reason that affects student drop out rates in computer science programs [107], which

makes this a precarious transition point in a learner’s journey.

Conversely, Bau endeavored to reverse the loss in confidence with Droplets and Pencil code [108, 109].

Weintrop and Wilensky [110] found no significant difference in student’s confidence levels between block-

based and text-based programming when using Pencil.cc, a customized Pencil Code environment that allows

students to program in either text or blocks. Krafft et al. [111] introduced block-based programming with

Scratch to university students and staff without a background in computer science. While the researchers

did not see an effect on novices’ abilities, they did see positive effects on their identities as novices and

their motivation to continue learning. The implication is that carefully designed block languages that are

not too distinctively different from text-based programming may help prevent loss of confidence for novices

in the transition from blocks to text. Furthermore, Armoni et al. [79] reported increased enrollment in

computer science courses and higher levels of motivation and self-efficacy in students who took a five-month

programming class exclusively in Scratch before transitioning to a text-based programming course, which

calls the loss of confidence into question.
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Weintrop et al. posited that future programming for non-computer science people could be done

entirely in a block-based language if it was carefully considered and designed [102]. This suggests that all

programming tasks could be performed successfully in a block-based environment, while being understood

and used at least as successfully as in a text-based programming environment. The caveat here is that

for a block language to aid in the transition from novice to professional, it would be beneficial for it to

be a structured editor built on top of an existing language, rather than a stand-alone visual programming

language [112].

2.8 Computational Thinking

Computational thinking, a term loaded with multiple connotations by an array of stakeholders, is summa-

rized by Lodi [113] as “a form of thinking for solving problems by expressing the solution in a way that can

be automatically carried out by an (external) processing agent.” In essence, it is approaching and solving

problems with the same mindset as a computer scientist. Brenan and Resnick [27] created a framework of

three key dimensions for computational thinking: computational concepts (e.g. sequences, loops, events,

etc), computational practices (incremental and iterative, testing and debugging, etc), and computational

perspectives (expressing, connecting, questioning, etc). Through the research of Zhang and Nouri [114],

which expanded upon Brenan and Resinck’s work, all computational thinking skills classified by these

researchers were able to be taught with a single visual programming language—Scratch [49]—even though

insofar it still rarely scales beyond a few weeks of instruction in a K–12 classroom. Many researchers have

expanded on the initial frameworks for computational thinking [114] with the intent to help educators

and society determine what to teach and what can be learned, questions that are crucial to teaching any

subject.

The considerations for using block languages, or any visual languages, is critical to address for the

advancement of computational thinking in K–12 and higher education. A primary intent of block languages

is to enable learners with no prior experience to immediately begin experimenting with programming [81],

the basis of computational thinking. While Wing [115] initially believed that it was an insurmountable

task to get computational thinking into K–12, her work along with those of countless others is making

that dream into a reality despite researchers and educators alike wrestling with the meaning and scope

of computational thinking in practice [116]. The approachability of block languages is fundamental to

introducing computational thinking pedagogy into K–12 and higher education, and computational thinking
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concepts are starting to be included in standards such as the Common Core Mathematics and the Next

Generation Science Standards.

2.9 Blocks for Educating Educators

A particular area of interest in easing transitional friction is training educators at the K–12 level. There

cannot be an expectation of students at the K–12 level learning programming and computational thinking

broadly if our educators are not properly prepared to teach these subjects. While many workshops and

outreach programs [117, 118, 119] have been created to help prepare teachers, there is a degree of self-

selection bias in those who choose to attend these workshops. Computational thinking competencies are

not often included in the bachelors degree programs that most K–12 educators complete [120]; they are

mostly relegated to specialty workshops or specialized university certificate programs and degrees.

Programming in block-based languages, and the transition from them to text, is only one aspect of

transitional frictional. Our K–12 educators must be first taught computational thinking and programming,

then how to design pedagogy about it, and then understand both that this friction exists and where in

order to smooth it out. They are also hampered by the same limitations that prevent developers from more

broadly using block languages such as enabling collaboration, version control, available libraries to extend

code capabilities, robust debugging capabilities, and automated testing. This is a large ask of individual

educators to address without broad and deep support from multiple societal angles. One potential solution

that could ease the educational burden as well as remove the transitional friction might be making block

languages themselves able to scale from children to professional developers.

The research literature contains many other block-based programming studies directed at educators,

which range from curriculum design and tools [121, 122, 96, 123, 124] to grading and rubrics [125, 126].

2.10 Blocks Beyond Formal Education

Shepherd et al. [127] discussed using a block-based language to address difficulties with programming basic

industrial robots. Programming languages for industrial robots are difficult to use; they have esoteric

naming conventions and require the use of buttons on a control pad, in addition to the language, to

function properly. In fact, the research literature is focused predominantly on K–12 novices; adults outside

of the university setting are only studied when they are novices outside of the typical computer science and

programming realm. Various studies [128, 129, 130, 131] have addressed professional adult novices learning
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how to program for business purposes. In these, the focus was not on on educating them in traditional

computer science principles; rather it was making programming tasks easier for adult novices who do not

have a professional software engineer to help solve small business needs or for programming manufacturing

equipment.

2.11 Professional Software Engineers

When broadening the scope to include empirical studies using any type of visual programming language,

in one study, professional programmers noted that while visual programming might improve the ease of

writing code, they believed visual programming would be significantly less powerful [32]. This study was

an early indicator of professionals’ reasoning for rejecting many types of visual programming languages.

A related study conducted broadly on visual programming showed that visuals provide explicit, organized

information, and using them helps improve correctness, speed, or both [29]. Conversely, Bragdon et

al. found that professionals using Code Bubbles, a diagram-based language where snippets of code from

multiple files in a project laid out on a canvas (which seem less organized due to a disperse layout), helped

improved the time to complete tasks and correctness [33], although they had arrows and other constructs to

aid in organization. Since navigation was only a small part of the time savings, Bragdon et al. hypothesized

that professionals were able to shift focus quickly and offload their working memory because code was kept

on the screen in front of them. Unreal Blueprints, a diagram-based language, also make use of horizontal

layout and their tools are adopted heavily by game designers at the professional level. Diagram-based

visual languages utilize various techniques (such as lines and arrows) to show code flow, to mitigate having

a disperse layout.

Prior studies demonstrated that program comprehension and its related tasks took over half of the

time spent during the software development and maintenance process [132, 133]. Developers assimilate a

program’s purpose primarily through reading the comments, but writing comments is often sparsely applied

in software development, which can make program comprehension more difficult and time consuming [134].

This sparse “documentation” via comments means that developers must spend more time analyzing the

actual code itself to understand what it is they are maintaining. This is problematic in light of studies that

demonstrate that reading code in block languages is slower than text languages [29, 87]. The slowdown in

developer productivity could lead to broad economic impact if languages like these were adopted.

Despite any challenges, assumed or observed, the time, money, and proliferation of research poured into
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block languages begs the question of why there is a dearth of research addressing how trained computer

science professionals could use block-based languages. Clearly, visual languages, and blocks specifically,

could help with task speed, correctness, and focus. Even with a powerful visual programming language

cousin to blocks, Unreal Blueprints, there is little research on usability by professional computer scientists

and programmers [135, 136] despite the popularity of the language. Certainly, power of the language,

authoring speed, and limited functionality [19] for current block-based programming languages are consid-

erations that could hinder professionals, but again, this does not seem to hamper Blueprints from being

the go-to choice for game development. Having a block-based language that can scale from K–12 education

through professional project development would mitigate any learning transfer issues.

Weber [112] posits that minimal keyboard support (block-based languages often require using a mouse

to drag and drop code) might be the primary reason why block languages are not used more widely

by professionals. Additionally, lacking the ability to scale, collaboration, version control, and widely-

available libraries and tools [62] currently prevent block-based languages from being used at production

scale, so potentially this lack of maturity of block languages is the primary hindrance that eventually can be

overcome. But also, might less empirical factors prevent professionals from using block-based languages?

Perhaps text-based languages feel more like “real programming” because that is the way it has “always

been” done by “real software developers.” Maybe the colorful blocks look like a child’s play-toy rather

than a serious tool for work. Regardless of the reasons, empirical or emotional, we may garner insights

into improving both programming learnability and professional programming practice by studying how

professional computer scientists handle block-based programming languages.

2.12 The State of Block Editors and IDEs

Programs must be created inside of an environment that supports syntax construction for the language

being written. In the case of text-based languages, this could be as simple as any text editor or complex

like an integrated development environment (IDE) with robust features. To garner the benefits of visual

languages, a number of researchers [137, 138, 139] have created visual IDEs or overlays for text-based

languages.

Visual languages typically have their own environment where everything is contained. Maloney et

al. [81] line out several of the design decisions made for the Scratch environment: single-window interface,

being “live” and tinkerable, making execution visable, no error messages, making data visible and concrete,
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and minimizing the set of commands. These design decisions were intended to entice self-directed learning

and exploration in an easily navigable way. After performing a study on a Scratch-based language on fourth

graders, Dwyer et al. [87] concluded that features in the interface created sources of both information and

misinformation for users. Because of the density of visual information on the screen, some of which is quite

subtle, students overlooked relevant features. Moreover, students believed some features were important

and conveyed certain information that they actually did not, which created misinformation in the students’

understanding of how programs worked.

Lin and Weintrop [140] analyzed 46 block-based programming environments and classified them into

four categories: blocks-only, one-way transition, dual-modality, and hybrid. Of particular note is the

hybrid environment, which blends text-based and block-based features into a keyboard-driven block-based

programming environment. While this category is still nascent, students in the study who used the hybrid

environment reported high satisfaction and low frustration while also performing tasks significantly faster

than a group using Java to perform the same tasks. This suggests there is an avenue for a block-based

programming language and IDE to scale from an educational context through to the professional sphere.

By gathering feedback from both novices and professionals in the same study about what visual at-

tributes and context-aware suggestions are helpful or harmful, we may see patterns emerge to help guide

the future of block-based programming language and IDE evolution.
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Chapter 3

Study 1: Assessing Visual Attributes’

Role in Readability and Comprehension

of Block-Based Programs

3.1 Methods

3.1.1 Hypotheses

In pursuit of assessing developers’ perceptions of visual attributes that are inherent to block languages, we

formulated the following null hypotheses:

1. There will be no difference in preference or correctness between groups given the block colors or

grayscale treatments.

2. There will be no difference in preference or correctness between groups given the single-aligned vertical

block layout arrangement or the spatial (dispersed, horizontal) layout.

3. There will be no difference in preference for block shapes regardless of treatment group or experience.

4. There will be no preference for the lack of comments and line numbers.
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3.1.2 Inclusion and Exclusion

We included preliminary demographic questions to determine each participant’s highest level of completed

education, current level if still in college, if they are currently or have ever been employed to write code

professionally, and what programming languages they have used to write code. None of these questions

excluded or included a participant in the study, nor did it influence to which group (see table 3.1) they are

assigned. These data were collected solely for the purpose of determining the effect of the particular task

upon each level of experience: professional or novice.

3.1.3 Participant Characteristics

We recruited both university students and professional programmers to help understand the potential

differences. University students were recruited from the authors’ institution’s undergraduate and graduate-

level computer science program, and professional programmers were solicited on LinkedIn and via direct

email. If students had professional experience, they were included in the professional category.

3.1.4 Sampling Procedures

Participants were recruited from four university level undergraduate courses at the authors’ institution.

Additionally, participants were solicited through professional networks such as LinkedIn and through the

corresponding author’s network. Participants were presented the option to participate and self-selected

into the study. There were a total of 87 participants, 30 of which were classified as professionals and 57 of

which were classified as novices. Classification was done during the demographics questions, one regarding

if the participant was currently or had ever previously been employed to write code as all or part of their

job function. After this, participants were then randomly assigned to groups by the online testing system,

which resulted in both professionals and novices being randomly assigned to each of the four groups (see

table 3.1). Due to this random assignment and experience level classification, the number of professionals

were not evenly distributed to the groups.

3.1.5 Sample Size, Power, and Precision

As we are unaware of an existing study on the same survey, there was no direct way to calculate our

required sample size, power, or precision. As such, we undertook a series of pilot studies to provide critical

feedback on the study from participants. All participants that participated in these pilots were separate
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Table 3.1: Groups
Group Block Coloring Scroll Direction

A Color Vertical
B Color Horizontal
C Grayscale Vertical
D Grayscale Horizontal

from those reported in this study. In these pilots, we started with a small sample size, then roughly doubled

from one major pilot version to the next. The data from these pilots, which is ultimately consistent with

the data reported here, is not directly comparable due to changes in questions and experimental design,

but we point it out here as it was an important part of our process in creating our instrument.

3.1.6 Measures and Covariates

The instrument asked a programming question about a small program in the block-based language BlockPy [141]

and then asked to rate nine attributes. A Likert scale was used to rate each attribute independently. This

progression was repeated for seven programming questions, which forms the basis of a repeated measures

design. The primary distinctions among groups are for group differences as shown in table 3.1. The di-

rection of scrolling and alignment (dispersed/horizontal only vs in-line/vertical only) and coloring of the

blocks (full color vs grayscale) form the two-by-two between-subjects design. Participants were assigned

into “novice” vs “professional” categories based on self-reported demographics questions about their prior

work experience, which transforms the study to a two-by-two-by-two between-subjects repeated measures

design when comparing the groups to each other.

After answering each programming task, the participants were asked to select how helpful or harmful

each visual indicator as shown in table 3.2 was in answering the previous question. Participants were

presented a Likert scale in the form of sliders ranging from one to seven, with one meaning “extremely

harmful” and seven meaning “extremely helpful.” The midway point of four (“neither helpful nor harmful”)

was the default position, but participants were required to at least click on each Likert slider in order to

proceed. The “other” attribute was not analyzed for this work, since the participants were able to write

in their own free-form text in this field. Write-in results from the “other” attribute may be analyzed for

future research directions.

Task timing and correctness are also considered in the analysis. Due to the uneven distribution of

professionals and few participants in two groups, it is difficult to draw strong conclusions from these
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Table 3.2: Attributes Assessed
Attr # Attr Description

1 Color of the block
2 Shape of the block
3 Arrangement of the blocks
4 Scrolling
5 Text, punctuation, or symbols
6 Lack of comments
7 Lack of line numbers
8 Spacing
9 Dropdown arrow next to text
10 Other

metrics. In addition, since this instrument has not been psychometrically validated, there is a possibility

that there is unevenness in task difficulty that reduces the strength of these measures.

3.1.7 Data Collection

The instrument was a survey administered via Qualtrics. All participants had to consent to be in the

study and then were asked demographic questions. Then Qualtrics automatically randomized them into

four roughly balanced groups. Participants did not know they are assigned into a group nor that other

groups existed. Each group was provided an explanation of what they need to know relative to the group

they were assigned, and then they began their tasks. Midway through the assessment, participants were

provided additional explanations relative to their assigned group to complete the rest of the tasks. The

tasks consisted of a code sample, questions about the code, and questions about what helped and hindered

them with arriving at the answer.

3.1.8 Quality of Measurements

As the study instrument was developed, participants were asked to provide feedback about their experience,

which was used to improve subsequent versions. A question regarding the helpfulness or harmfulness of

each visual attribute was repeated for each task. While we initially considered asking this question at

one or two other areas of the instrument, asking after each task appears to have improved the quality

of the measurements. This may be attributed to participants considering how they derived each answer

immediately after answering rather than having to think back on how they assessed groups of questions

over a longer period of time. It also likely helped account for differences in task goals and difficulty.
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Figure 3.1: Colorful, In-line, Vertical Scroll

3.1.9 Instrumentation

There were a given set of tasks that all participants solved, but those tasks were presented with different

visual coding cues for each group. The four groups as shown in table 3.1 are as follows: Group A received a

colorful, vertically aligned rendering of a block-based program as seen in figure 3.1, Group B received a col-

orful, unaligned, horizontally dispersed rendering of a block-based program, Group C received a grayscale,

vertically aligned rendering of a block-based program, and Group D received a grayscale, unaligned, hori-

zontally dispersed rendering of a block-based program as seen in figure 3.2. The images were placed into

an iframe to ensure each of the blocks in the layouts were the same size across all four groups and to force

participants to scroll in their assigned direction. The full instrument is in appendix A).

The groups all received the same set of tasks, which included the code as described above, a sub-question

about the code as described in table 3.3, and questions about what visual indicators helped or hindered

them in deciphering the answer. The questions about visual indicators were the same for all sub-questions

about the code. There were seven total code-related tasks, of which four were designated as locating tasks

and three were interpreting tasks. All participants performed all tasks in the same order, so the only
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Figure 3.2: Grayscale, Dispersed, Horizontal Scroll

Table 3.3: Group Attributes
# Question Designation Type

1 How many times is a variable created in the
code above?

Locating Fill in the blank

2 How many times is a variable used (not set)
in the code above?

Locating Fill in the blank

3 How many strings are in the code above? Locating Fill in the blank
4 Which variable was used the most? Locating Mult. Choice (6 opts)
5 What is the first line of text displayed when

the user runs the program?
Interpreting Mult. Choice (12 opts)

6 Assume num is set to 95 and the user enters
the integer 5. What is the next single line of
text displayed to the user?

Interpreting Mult. Choice (12 opts)

7 Assume num is set to 50 and the user enters
“help” at the prompt. What is the next single
line of text displayed to the user?

Interpreting Mult. Choice (12 opts)

difference among groups were the code treatments as described above.

3.1.10 Masking

Participants neither knew that they were being randomly assigned to groups, nor did they know other

groups existed. Since Qualtrics automated the randomization, no one administering nor assessing the

study had influence over the group assignment. Participants self-reported their prior job experience, but

this measure did not influence to which group they were assigned nor did participants know this metric

would be analyzed or how.
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3.1.11 Psychometrics

Participants were asked to rate how much certain visual attributes helped or harmed them with each task.

The rating was done on a 7-point Likert scale from a left-most position of “extremely harmful” to the

right-most position of “extremely helpful” for each attribute. While there appears to be some disagreement

in the psychology literature, Carmen et al. concluded that even though scale direction has some impact

on responses, scale direction does not consistently affect response quality [142].

For this version of the survey, a slider mechanism was used for the Likert ratings. Funke et al. posited

that radio buttons are better than sliders for break-off rates, anchoring effects, identifying intentional vs

unintentional positioning, and higher response times [143]. While some of these, such as forcing participant

positioning, can be mitigated, we should consider using radio buttons instead of sliders in future versions

of this instrument. Beyond that, there were no psychometrically validated instruments ready to use for

our research questions that we were aware of in the literature.

3.1.12 Random Assignment Method

Since Qualtrics was utilized, randomization was done by creating a Qualtrics randomizer to set embedded

data for each participant after the demographics data was presented. The embedded data consisted of a

Group field that consisted of Group_A, Group_B, Group_C, or Group_D. The option to “evenly present

elements” was selected to theoretically evenly distribute participants into groups. This randomizer did not

take experience into account, which is why professionals were not evenly distributed into groups.

3.1.13 Random Assignment Implementation and Concealment

Participants self-selected into the study and self-enrolled. The Qualtrics system automatically and ran-

domly distributed them into groups roughly evenly.

3.1.14 Data Diagnostics

Inclusion criteria were established to ensure participants took a minimum amount of time to consider the

questions. The median time it took all participants to take the survey was 16.68 minutes with the first

quartile finishing in 12.07 minutes. The base criterion was to spend at least ten minutes working on the

tasks. If a subject took less than ten minutes, we hand-checked the data to inspect for obvious click

throughs or someone injecting what could be fake data. If the data looked like it was faked, we removed
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the participant. With this inspection, we found seven people that appeared to do this, leaving 87 in the

study. This inclusion criterion was established because incentives were offered to take the survey, and some

of them appeared to perform the fastest possible clicks to get to the end: e.g. rating all tasks the same

on the scale or typing in what appeared to be junk in the text boxes. Qualtrics required participants to

complete each task before moving on to the next task and every question had to be answered inside of each

task. Abandoned and incomplete assessments were also excluded from the diagnostics.

3.1.15 Analytic Strategy

The visual attribute data was subdivided and analyzed per attribute across all tasks in aggregate. We

performed independent repeated measures ANOVAs on each attribute with the treatments of coloring,

scrolling, and experience as interaction terms. When significance was found in the interactions, we per-

formed post hoc tests to determine which interactions were significant. We also created box plots in the

two-by-two-by-two layout to visually assess the ratings.

Timing and correctness were each considered in their own using repeated measures ANOVAs with the

treatments of coloring, scrolling, and experience as interaction terms. When significance was found in the

interactions, we performed post hoc tests to determine which interactions were significant.

3.2 Results

3.2.1 Participant Flow

Participants were recruited and joined the study over a 24-day period in June through July, 2023. The

participants in each group are quantified in table 3.4 for a total of 87 participants across all groups.

We discarded an additional 53 incomplete responses, most of which did not proceed further than the

demographics or explanation sections. Only one made it to the beginning of the tasks, but they dropped

out after the first question, which is why this participant was also discarded.

3.2.2 Recruitment

Participants were recruited beginning two days before the first response through the first eight days of

receiving responses. The responses for the rest of the period came in after the recruitment period ended.

There was no follow-up after the initial recruitment period, as is typical under our Ethics board rules.
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Table 3.4: Participants
Group Classification Per Classification Group Total

A Professional 14 25
Novice 11

B Professional 4 19
Novice 15

C Professional 3 19
Novice 16

D Professional 9 24
Novice 15

Follow-ups are allowed under the guidelines, but generally our ethical rule of thumb is to leave people alone

if they do not want to participate.

3.2.3 Statistics and Data Analysis

We utilized a mixed factors repeated measures analysis of variance (RM-ANOVA) to analyze each attribute

individually with a within-subjects predictor of task (to account for repeated measures) and between-

subjects predictors of scroll direction, block coloring, and experience—with the requisite two-way and

three-way interaction terms. This in turn leads to eight groups by dividing the original four treatment

groups between the two types of experience: novices and professionals. The models estimate relationship

within tasks and between predictor variables to arrive at the outcome variable, Likert rating. When running

the RM-ANOVA, we chose to use Type II due to Langsrud’s [144] assertion that it is preferable to Type

III. The following section is a per-attribute analysis for each of the models.

One of the fundamental assumptions in the univariate RM-ANOVA procedure is that of sphericity,

which checks whether the variance/covariance matrix of the observed data from the Repeated Measures

follows a particular pattern. If Mauchly’s test of sphericity indicates the assumption of sphericity is violated,

we apply a Greenhouse-Geisser correction to the degrees of freedom used to calculate the F-ratio. These

corrections often increase the p-value, so significance is reported again. Statistics were conducted and

charts were created using RStudio Version 2023.09.0+463.
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Figure 3.3: Block Color: Color Attribute Rating by Group and Experience
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Color of the Blocks

The RM-ANOVA for this first attribute, “Color of the Blocks,” is statistically significant for the color

treatment, F (1,79) = 44.94, p < .001, generalized Eta squared (η2G) = .290, indicating that participants

in the two groups who received the color treatment rated the block coloring differently than those in the

grayscale treatment groups rated the color, or lack thereof.

Additional significance was found in the main effect of task F (6,474) = 5.61, p < .001, η2G= .020, the

color:task interaction F (6,474) = 4.17, p < .001, η2G= .015, and the color:scroll:experience interaction

F (1,79) = 7.63, p = .007, η2G= .065.

The generalized Eta squared indicated the effect of the color treatment to be large at 29.0% of the

model, (η2G= .290). The effect of the color:scroll:experience interaction is a nominal effect size of 6.5% of

the model, (η2G= .065). The within task effects on their own and in interaction with color are quite small.

When analyzing Mauchly’s test, the data indicated that the sphericity assumption was not met for the

color:task interaction (W = .59, p < .001), thus a Greenhouse-Geiser correction was applied (ϵ = 0.86).

The interaction was still found to be significant (p < .001) and generalized Eta squared indicated the effect

when adding within-task differences was also small, (F (5.16, 407.64) = 4.17, p < .001, η2G= .015).

Shape of the Blocks

The attribute labeled “Shape of the blocks” was significant for the color treatment, F (1,79) = 4.01, p =

.049, η2G= .027, indicating that participants in the two groups who received the color treatment rated the

block shape differently than how those in the grayscale treatment groups rated the shape of the blocks.

Task was also significant F (6,474) = 2.16, p = .046, η2G= .012.

The generalized Eta squared indicated the effect of the color treatment to be small at 2.7% of the

model, (η2G= .027). The effect of the task variable is a small portion of the model at 1.2%, (η2G = .012).

None of the within task effects were significant. The boxplots per task and group are in figure 3.4.

Arrangement of the Blocks

The “Arrangement of the Blocks” was significant for the color treatment, F (1,79) = 4.33, p = .041, η2G

= .029, indicating that participants in the two groups who received the color treatment rated the block

arrangement differently than those in the grayscale treatment groups rated it. Additional significance was

found in the interaction terms of color:scroll:task F (6,474) = 3.34, p = .003, η2G = .019. The generalized
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Figure 3.4: Shape of the Blocks: Block Shape Attribute Rating by Group and Experience
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Eta squared indicated the effect of the color treatment is small at 2.9% of the model, (η2G = .029). The

boxplots per task and group are in figure 3.5.

Scrolling

The RM-ANOVA for the “Scrolling” attribute was significant for the scroll treatment, F (1,79) = 9.04, p =

.004, η2G = .067, indicating that participants in the two groups who received the vertical scroll treatment

rated scrolling differently than those in the horizontal scroll treatment groups. The generalized Eta squared

indicated the effect of the scroll treatment to be average at 6.7% of the model, (η2G = .067). The boxplots

per group and task are in figure 3.6.

Text, Punctuation, or Symbols

The attribute “Text, Punctuation, or Symbols” is statistically significant for the main effects and interaction

effects for task, F (6,474) = 10.45, p < .001, η2G = .048, the color:task interaction F (6,474) = 2.36, p <

.030, η2G = .011, and the scroll:experience:task interaction F (6,474) = 2.89, p = .009, η2G = .013. This

indicates that there were significant within task differences, which makes sense due to the nature that some

tasks relied more on reading text than did others. The boxplots per task and group are in figure 3.7.

Lack of Comments

When analyzing the attribute “Lack of Comments,” significant main effects and interaction effects were

found for task, F (6,474) = 5.72, p < .001, η2G = .015, and the scroll:task interaction F (6,474) = 2.58, p

= .018, η2G = .007. This indicates that there were significant within task differences for participants when

rating the “Lack of Comments” attribute, which makes sense due to the nature that some tasks required

interpreting code versus others that were just finding code elements such as variables. The boxplots per

group and task are in figure 3.8.

Lack of line numbers

The attribute “Lack of Line Numbers” displays significant main effects and interaction effects for task,

F (6,474) = 4.76, p < .001, η2G = .012, and the experience:task interaction F (6,474) = 2.27, p = .004,

η2G = .006. This indicates that there were significant within task differences for participants when rating
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Figure 3.5: Arrangement of the Blocks: Block Arrangement Attribute Rating by Group and Experience
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Figure 3.6: Scrolling Direction: Scroll Direction Attribute Rating by Group and Experience
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Figure 3.7: Text, Punctuation, & Symbols: Text, Punctuation, & Symbols Attribute Rating by Group and
Experience
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Figure 3.8: Lack of Comments: Lack of Comments Attribute Rating by Group and Experience
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the “Lack of Line Numbers” attribute, which makes sense due to the variation in what participants were

asked to do in each task. The boxplots per task and group are in figure 3.9.

Figure 3.9: Lack of Line Numbers: Lack of Line Numbers Attribute Rating by Group and Experience

Novice Pro

H
o

riz
o

n
ta

l

C
o

lo
r

V
e

rtic
a

l

C
o

lo
r

H
o

riz
o

n
ta

l

G
ra

y

V
e

rtic
a

l

G
ra

y

Ta7 Tb7 Tc7 Td7 Te7 Tf7 Tg7 Ta7 Tb7 Tc7 Td7 Te7 Tf7 Tg7

2

4

6

2

4

6

2

4

6

2

4

6

Task

R
a
ti
n
g

Lack of Line Numbers attribute rating by group and experience

41



Spacing

The RM-ANOVA for the “Spacing” attribute is statistically significant for the main effect of task, F (6,474)

= 2.77, p = .001, η2G = .012. When analyzing figure 3.10, it appears that most participants rated it

generally as neither helpful nor harmful. The boxplots per group and task are in figure 3.10.

Dropdown Arrow Next to Text

When analyzing the “Dropdown arrow next to the text,” which is an attribute of variables in this pro-

gramming environment, we discover that there is significance in the main effect of the scroll treatment,

F (1,79) = 5.05, p = .003, η2G = .023, indicating that participants in the two groups who received the

vertical scroll treatment rated usefulness of the dropdown arrow in the block differently than those in the

horizontal scroll treatment groups rated it. Additional significance was found in the interaction terms of

the scroll:task interaction F (6,474) = 3.63, p = .002, η2G = .028. The generalized Eta squared indicated

the effect of the scroll treatment is small at 2.3% of the model, (η2G = .023). The boxplots per task and

group are in figure 3.11.

3.2.4 Timing and Correctness

When analyzing the task timing, we discovered there were 20 extreme outliers from 17 different partic-

ipants, which reduces the quality of measurements, including half of the participant group comprised of

professionals who received the color plus horizontal treatments. Additionally, professionals who received

the color plus horizontal treatments comprised of only four participants and the group comprised of pro-

fessionals who received the grayscale plus vertical treatments contained only three members. The numbers

are reported here for both task timing and correctness with the caveat that these groups are too small to

draw reliable conclusions.

The RM-ANOVA for task timing is statistically significant for task, F (6,474) = 13.56, p < .001, η2G

= .113, the experience:task interaction F (6,474) = 2.52, p = .021, η2G = .023, the color:scroll:experience

interaction F (1,79) = 7.72, p = .007, η2G = .025, the color:scroll:task interaction F (6,474) = 2.74, p =

.012, η2G = .025, the color:scroll:experience:task interaction F (6,474) = 2.36, p = .030, η2G = .021. The

significance of the task main effect and each of the task interactions indicates that there were significant

within task differences for the amount of time it took participants to complete each task. The primary

interaction of note is the color:scroll:experience interaction, which indicates there is a significant difference
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Figure 3.10: Spacing: Block Spacing Attribute Rating by Group and Experience
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Figure 3.11: Dropdown Arrow: Dropdown Arrow Attribute Rating by Group and Experience
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Table 3.5: Task Correctness Between Professionals and Novices
Experience Mean SD

Novice 0.484 0.500
Professional 0.595 0.492

with this three-way interaction.

The RM-ANOVA for task correctness is statistically significant for the main effects experience, F (1,79)

= 6.31, p = .014, η2G = .020 and task F (6,474) = 50.96, p < .001, η2G = .323. As expected, the greatest

strength of the model is based on task as 32.3% whereas experience explains 2.0% of the model. Table 3.5

shows the mean and standard deviation of correctness for professionals and novices on a scale of zero to

one.

3.3 Discussion

3.3.1 Support of Original Hypotheses

Due to the limited participant pool, we were unable to find statistically significant differences between

novices and professionals, so a future study should be conducted with a larger group. Regardless, we were

able to gain some valuable insight into what visual attributes are helpful and harmful. In order to test for

significance of correctness, we would need a much larger participant pool. With that, we hope to see if

those hypothesis bear out with correctness data added. Until then, research questions one and two can at

a maximum be partially supported.

3.3.2 Hypothesis 1

H0: There will be no difference in preference or correctness between groups given the block colors or grayscale

treatments.

Block colors were preferred as a means to help participants when answering questions, thus we partially

reject the null hypothesis 1 in favor of the alternate hypothesis: there is a difference in preference between

the groups given the block colors versus the grayscale treatment. This finding was supported for both

novices and professionals. When analyzing at the post hoc comparisons, we see that novices rated color

and grayscale differently within the same scroll groups, but professionals only rated a significant difference

in color versus grayscale in the horizontal scroll group. The groups that received the color treatment rated
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Figure 3.12: Task Timing by Group: Duration per Task by Group and Experience
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color of the blocks as beneficial, whereas those with the grayscale treatment rated the color of the blocks

to be detrimental. Surprisingly, professionals in the vertical groups were neutral to colorful blocks versus

grayscale blocks. Additionally, there was a significant difference between how professionals and novices

rated the attribute between scroll directions when the blocks were in grayscale. Professionals rated the

color attribute much lower in the gray-horizontal treatment group than did novices, and professionals rated

the color attribute much higher in the color-vertical treatment group than novices did. This could be due to

various factors such as novices’ lack of experience, varying degrees of experience within the novices group,

or the limited pool of participants.

3.3.3 Hypothesis 2

H0: There will be no difference in preference or correctness between groups given the single-aligned vertical

block layout arrangement or the spatial (dispersed, horizontal) layout.

Single-aligned block layout with vertical scrolling was preferred over dispersed, horizontally scrolling

layouts, thus we partially reject the null hypothesis 2 in favor of the alternate hypothesis: there is a

difference in preference between the vertical vs spatial layouts. For both professionals and novices, vertical

scrolling was rated significantly higher than horizontal scrolling. In both horizontal-scrolling treatment

groups, horizontal scrolling was seen as very harmful to completing the task at hand. Professionals found

horizontal scrolling to be much more harmful than did novices, which again could be due in part that it is

different from their accustomed layout and practices.

In the case of vertical scrolling, professionals were somewhat neutral to the helpfulness or harmfulness,

likely because this is what they are used to doing, thus scrolling vertically was seen as normal rather than

specifically beneficial. Novices found scrolling vertically to be somewhat helpful, which is likely a matter

of rating the capability and necessity of scrolling itself, rather than the direction of it, as slightly positive.

The slightly positive rating from novices might be attributed to the good subject effect, but that is difficult

to fully ascertain with the given data.

3.3.4 Hypothesis 3

H0: There will be no difference in preference for block shapes regardless of treatment group or experience.

There was a difference in the preference for block shapes between the color and grayscale groups, thus we

reject the null hypothesis 3 in favor of the alternate hypothesis: there is a difference in preference between
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treatment groups. When analyzing figure 3.4 we can this is especially true for professionals, who found

the shape of the block to be very helpful in the color-horizontal treatment group yet were more neutral in

the grayscale vertical treatment group. Professionals tended to rate the shape of the blocks as less helpful

in each of the grayscale treatment groups relative to the groups that received the color treatment. This

indicates that professionals use visual cues differently, and perhaps in a more refined manner, than novices

who are still developing their programming skills. These findings should be considered further for color

blind and visually-impaired individuals, especially when horizontal layout is allowed or enforced by the

language design, since block shape could help compensate for visual impairments.

3.3.5 Hypothesis 4

H0: There will be no preference for the lack of comments and line numbers.

Since all groups received the same treatment without comments and without line numbers, we were

unable to truly test for significance of these variables. Thus we fail to reject the null hypothesis. Using

this data, we can look at the average Likert ratings for “Lack of comments” and “Lack of line numbers” to

to help design a future study. Overall, the lack of comments was rated as harmful, M = 3.30, SD = 1.19.

Novices found the lack of comments more harmful, M = 3.18, SD = 1.35, when they performed tasks than

professionals did, M = 3.54, SD = 0.76. Likewise, the lack of line numbers was also reported as harmful

overall, M = 3.47, SD = 1.11. Again, novices found the lack of line numbers to be more harmful, M =

3.37, SD = 1.27, when completing tasks than professionals did, M = 3.66, SD = 0.70.

3.3.6 Similarity of Results

Block colors and color categorization has been a point of discussion in the literature. Weintrop et al.

posited, via positive anecdotal responses, that professionals appreciate block colors as they can see how the

blocks convey syntactic information [19]. This work provides quantitative support for such a conclusion.

3.3.7 Interpretation

This study aimed to quantify what visual attributes were determined to be helpful or harmful for completing

tasks correctly and quickly. With the limited participant pool, we were not able to test support for

correctness, but we were able to gain some valuable insight into what visual attributes are helpful and

harmful. In order to test for significance of correctness, we would need a much larger participant pool.
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Colors and color categorization are beneficial for both novices and professionals. While there is still

debate as to which colors to use or not use [145, 146], as well as how large the colorful block should be, color

is beneficial for people without visual impairment and is critical to assess for those with visual impairment.

Determining how to use colors and categorize colors would be a beneficial step forward for a future work.

Any future work should also take into account people with colorblindness and other visual impairments.

The results are at least suggestive that block-based programming environments should rethink the

open canvas idea in favor of block alignment to a left-margin (for left-to-right languages). Predominantly

horizontal scrolling was viewed negatively by novices and professionals alike. Programming environments

with a forced horizontal scroll, such as Lego Mindstorms [147] and Scratch Jr. [148], should study this

finding further. Their results may be different because they work with the very young, but so far as we can

tell from the literature, if this is effective for such students, the anecdotal claims about it in the literature

are not terribly convincing. If anything, allowing blocks to be randomly placed on the palette and still be

executed with the rest of the code seems detrimental and should be further tested. Keeping blocks aligned

to a side margin and maintaining a vertical, evenly spaced alignment may also have transfer of learning

impacts.

Distinctive block shapes were rated positively to task completion across the board for novices, but it

was split for professionals. While we found no impact for correctness, the benefits of block shapes were

circumspect when testing it against color versus grayscale for professionals. This attribute needs to be

studied further. Overall, the “text, punctuation, and symbols” attribute was rated as helpful across all

groups, M = 4.74, SD = 1.27, which indicates that block shapes do not replace the need for carefully

considering the verbiage on the blocks.

The lack of comments and lack of line numbers were viewed as detrimental by novices and professionals

alike. While blocks may seem more simple to read and understand at face value, having the abilities

to comment and reference lines are generally considered to be beneficial and to be best practices for

programming. We want to be clear that novice and professional opinion is just that and nothing more.

Thus the evidence here does suggest that this was the opinion in the context of our sample, but this is not

sufficient to guarantee generalizability.

3.3.8 Generalizability

This study encompassed participants ranging from novices to professionals. All participants completed

high-school at a minimum, up through some of whom had a PhD. Professionals were those who had in the
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past or currently are employed in jobs where programming is at least a partial, if not total, aspect of their

professional work. Despite these factors, we cannot claim broad generalizability to adults of varying skill

levels. Additionally, it cannot generalize K–12 students due to the exclusion of that group; thus future

replications should include this population to discover similarities and differences in this group.

Further, studies involving surveys have natural limitations. First, we are unaware of any study in

the literature that has psychometrically validated the instrument used, including ours. Doing so is a

long process, in part because one could reasonably object to almost any wording chosen in the study,

understandably. Past that, exactly which method to use for validation here is not entirely clear. For

example, typical factor analysis questions correlation because there is an underlying assumption that a

measurement might be measuring a latent variable. Here, however, there is no underlying hypothesis

of a latent variable because each question is intended to draw out whether or not a particular design

constraint exists. For example, line numbers questions “could” correlate with questions about shape, but

just gathering a factor loading misses the point. The lack of psychometric validation is another cause for

push back against potential generalizability.

In a future work, one could hypothetically build a block language with one of these features in, or

out, and then correlate some external metrics to establish whether or not these questions correlate with

real-world performance (e.g., grades in a class, performance in a job). As our goal here was to establish this

survey to put limiting parameters around the scope of potential options to study, we leave such questions

to future work.

3.3.9 Implications

Future research should be conducted in various ways. First and foremost, this study could be conducted

on a larger sample, which would afford the ability to test the metrics against a correctness metric. It is of

limited use when participants rate an attribute as extremely helpful only to discover they had the wrong

answer. Additionally, it would be beneficial to determine timing metrics to determine if attributes rated as

helpful or harmful contributed to solving problems faster or taking longer, respectively. We suspect that

moving to a more sophisticated testing environment, rather than testing within Qualtrics, would help in

this regard. Finally, testing this instrument on K–12 novices would increase the generalizability of these

findings. Ideally, it makes sense to consider “birth to death” as a metaphor, if we really want to understand

when, and where, such results do or do not apply.
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Chapter 4

Study 2: Investigating a Context-Aware

Palette for a Block-Based Language

4.1 Background

To create block-based programs, learners and programmers need a code editor to write programs and a way

to run them. Due to the graphical nature of block languages, an integrated development environment (IDE)

is a helpful, if not required, resource. IDEs are commonly used by programmers to perform their primary

function of developing code in any type of programming languages, so this study leverages the experience

participants gained from using programming IDEs. IDEs typically consist of, at a minimum, a source code

editor, build and run capabilities, and a debugger all bundled into one interface. They also often contain

other capabilities, such as a source code revision control, class explorer, static code analysis, and code

completion as highlighted by Tran [149], to help programmers write code more quickly and effectively. Lin

et al. [140] found that block-based IDEs have up to 24 categories of blocks, some of which employ nesting

categories in an attempt to not overwhelm users with too many categories. None were cited as having a

context-aware palette of blocks, nor did they state what additional capabilities they had, if any.

These capabilities are called affordances, in Gaver’s [150] terminology, which was adapted from Nor-

man [151], on human computer interaction (HCI). In the physical world, a vertical door handle implies the

affordance of pulling it open, whereas a vertical bar on an exit door implies the affordance of pushing it

open. Perceptible affordances offer a direct link between a person’s perception and the action they take,

but hidden affordances and false affordances limit or hinder a person’s ability to effectively use the soft-
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ware. For a context-aware palette in an IDE, a perceptible affordance would offer information about what

actions could be taken with each element of the palette, such as blocks being dragged from the palette into

the editor. Affordances can be auditory in nature as well, such as a defined noise for errors, which could

improve accessibility. In Gaver’s treatise on technology affordances in HCI, the suggestion is to focus on

the interaction between technologies and users to assess the strengths and weaknesses of the affordance in

order to design software that will assist users.

Xia et al. [152] found that developers spent 24.8% of time in navigation tasks (using the IDE, finding

code, etc.) and only 6.4% of their time actually writing code. Since developers spend nearly four times

the amount of time working with the IDE rather than writing code in the IDE, having the right tools,

features, and capabilities may be of benefit according to the available data. Additionally, as discussed

previously, Dwyer et al. [87] concluded that their block-based IDE itself created sources of information and

misinformation for users; thus, they suggested researchers should consider what visuals and capabilities

should be provided in a block-based IDE.

4.2 Methods

4.2.1 Hypotheses

In pursuit of assessing developers’ perceptions of IDE tools that are beneficial, we formulated the following

null hypotheses:

1. Professionals and novices will consider all tools to provide the same helpfulness.

2. Professionals and novices will want the same tools regardless of the scenario.

3. Professionals and novices will have the same viewpoint on the helpfulness of the tools.

4.2.2 Inclusion and Exclusion

Recruitment to this study was limited to adults either actively enrolled in a computer science major or

minor at the University of Nevada, Las Vegas or adults who are or were professional programmers. Potential

participants had the option to consent to be in the study after they opened the link to the study. If they

consented to be in the study, demographic questions were asked initially to ascertain each participant’s

educational attainment, current level if still in college, any professional history writing code, and which

programming languages were previously used to write code. The demographic questions did not have any
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Table 4.1: Participants
Group Classification Per Classification Group Total

Professional Not Enrolled 7 21
Graduate Program 2
Senior 6
Junior 5
Sophomore 1

Late Stage Graduate Program 1 76
Novice Senior 38

Junior 37

Early Stage Sophomore 14 26
Novice First-Year 12

influence on participant inclusion or exclusion from the study. These data were collected solely for the

purpose of determining how each participant’s level of experience (early-stage learner, late-stage learner,

professional) affected their responses. The only data included in the study was from participants who

consented to be in the study, answered all of the demographics questions, and answered all of the study

questions. In any other case, the participant data was excluded from the study.

4.2.3 Participant Characteristics

As in the first study, both professional programmers and university students were recruited in order to

analyze potential differences in responses. Professional programmers were solicited via direct email while

University students were recruited from the authors’ institution’s undergraduate-level computer science

program. If students had professional experience listed as “Never employed to write code as a primary

job function, but it was a periodic part of the job”, they were included in the late-stage learner category

regardless of their classified year. If students chose any other type of professional experience, they were

categorized as professionals.

4.2.4 Sampling Procedures

Participants were solicited via email across seven different companies. Additionally, participants were

recruited from four undergraduate-level university courses at the authors’ institution. Solicited participants

then had the option to self-select into the study. There were a total of 123 participants, 21 of which were

classified as professionals and 102 of which were classified as learners. Early-stage learners, first-years,

and sophomores comprised of 26 of the learners and late-stage learners, juniors, and seniors formed the
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remaining 76 learners. Table 4.1 shows a full breakdown. This classification was created from the self-

reported responses to the demographics questions. One question asked if the individual was currently

enrolled in a degree program, and if so at what level, and another question asked if they were then

currently or had ever previously been employed to write code as all or part of their job function. If a

participant conformed to both categories, they were categorized in the professional group. All participants,

regardless of categorization, performed the same tasks in the same manner for this study.

4.2.5 Sample Size, Power, and Precision

Similar to the previous study, we are unaware of an existing similar study, so there was no direct way to

calculate our required sample size, power, or precision. Our approach was to undertake a series of pilot

studies to provide participant feedback on the study. None of the participants in these pilots were included

nor reported in this study. For the first pilot, we started with a small sample size, then roughly doubled

from one major pilot version to the next. While the pilot data is consistent with what is reported here,

it is not directly comparable due to changes in questions and experimental design. We highlight it in this

section because it was an important part of our process in creating the final instrument.

4.2.6 Measures and Covariates

The instrument displayed a snippet of code in the block-based Quorum programming language along with

a prompt of the goal that the in-progress code snippet was intended to perform. The participant was asked

to imagine they were completing the goal of the given programming task along with being shown a green

arrow of where their cursor was active in the code.

Participants were given 16 potential types of tools, which could alternatively be called features, function-

alities, or affordances, that could be displayed to help them with completing the programming challenge.

Participants were asked to categorize each of these tools as either “Helpful” or “Not Helpful.” They were

then required to rank the tools they had categorized as “Helpful,” with “1” being the “most helpful” tool in

each given context.

Since the tasks were unrelated, and their context was critical for the purpose of this study on a context-

aware IDE, each task was statistically assessed individually. The 16 types of tools are presented in table 4.2

in the order in which they appear in the instrument.
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Table 4.2: IDE Potential Types of Tools
# Tool Type

1 Project Files/Structure
2 Source Control
3 Class Name/Library
4 Class Short Description
5 Blocks of In-Scope Variables
6 Alert About What Problems
7 Link to Class Documentation
8 Blocks to Create New Variables
9 Blocks for Control
10 Blocks for Conditionals
11 Blocks of All Functions in the Class
12 Blocks for I/O
13 Blocks to Create New Blocks
14 Blocks for Exiting
15 Blocks to Import Additional Libraries
16 Example Code

4.2.7 Data Collection

Qualtrics was again utilized to administer the study instrument. All participants were presented the same

set of questions and tasks. Participants were required to consent to participate in the study, and were then

asked demographic questions and presented an explanation of the purpose and particulars of the study.

They were then asked a series of questions: one starting with a free-form inquiry about what the IDE

could suggest to help them, six questions about sorting and ranking predefined helper-tools, and then a

final free-form question about what the IDE could suggest to mirror the first question.

4.2.8 Quality of Measurements

Study development consisted initially of creating multiple different study design ideas to the research group,

where we went through multiple iterations with review. We then solicited experiential pilot-participant

feedback with modifications to improve subsequent study prototypes. While we initially considered showing

various potential renderings of suggestions, we determined that there were two main issues with this

approach. First, the number of possible options for display could divide participants into too many groups

to perform a feasible study. Second, pilot feedback indicated that the rendering anchored participants

to a certain viewpoint, which seemed to taint the results. Iterative pilot study results led us to present

participants with a programming prompt along with a list of potential suggestions to sort and rank into
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Figure 4.1: Categorization and Rank Questions
# Question Line of Code Where Arrow

Points

1 Imagine you’ve been tasked to
write a small function that will
take in an integer array, prints
out the even integers, and then
returns an array of the even in-
tegers to the caller.

use Libraries.Containers.Array Anywhere on the
line

2 Same as above action PrintEven(Array<integer>
array)

Anywhere on the
line

3 Same as above if At the end of the
line to complete
the if statement

4 Imagine you’ve been tasked to
write a small function that takes
in two integers and adds them
together.

Add( At the end of the
line to complete
the function call

5 Imagine you’re doing some sta-
tistical analysis, and need to
load data into a dataframe.

DataFrame frame Anywhere on the
line

6 Imagine you’re doing some sta-
tistical analysis, and you need to
display the chart or make some
edits to the chart.

chart: At the end of the
line to complete
the object refer-
ence

helpfulness categories. While we went through several small scale pilots to arrive at this instrument, this

is the first time the full tool has been conducted at scale.

4.2.9 Instrumentation

The ad hoc instrument consisted of eight questions: two were free-form text and six consisted of categorizing

and ranking (full instrument is in appendix B). The instrument first broadly contextualized the study, and

then asked the first free-form text question. Next came the six categorization and ranking questions.

Finally, the participants were asked to input a free-form text answer to a question that mirrored the first

question. All study participants received the same questions in the same order. The six categorization and

rank questions are shown in table 4.1.
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4.2.10 Masking

Participants did not know the study design nor the fact that there was only a single group either prior

to nor during the study. Participants self-reported their status as student or non-student, any relevant

student classification, and prior job experience, but they did not know if or how these metrics would be

analyzed.

4.2.11 Psychometrics

First, we are unaware of any study using a psychometrically-validated instrument to examine context-aware

integrated development environments (IDEs), including ours. Psychometrically validating an instrument is

a lengthy process, for the reasons stated previously. We initially sought out similar studies that have been

psychometrically validated by task-technology fit theory (TTF). To identify relevant studies, a search was

conducted in the Scopus, IEEE, and ACM research databases. They were chosen due to the large number

of journals and conferences covering a wide array of disciplines, and they are fundamental to computer

science research. To be considered a relevant study, it had to be published in a peer-reviewed journal or

conference article applying TTF theory and resulting in a psychometrically-validated instrument. No such

instruments nor close analogues were found.

This cross-sectional observational study was created to gather data on how professionals and novices

think about the importance of IDE tools across different scenarios when programming. While the study

asked participants to think about what tools they might need in a given scenario, the participants were not

asked to write any code to implement the given scenario. They were only given the scenario, a snippet of

code, and told where the cursor was placed to provide a frame for their thoughts. All participants received

the same scenarios in the same order regardless of their answers to the demographics questions.

Participants were asked to categorize types of tools that an IDE could display in the left-hand pane.

They were asked to categorize each tool as either “Helpful” or “Not Helpful” in the given context of each

question. Participants were then asked to rank the items they placed into the “Helpful” category with the

first ranking being the most helpful in that context. While we did not initially know which tools would

be ranked as most important, through the piloting process, we were able to narrow down the tool list to

the 16 tools we chose to be in the study. However, it is possible that some important tools were missing

from the study. Since this is an initial study on the subject, our aim was to develop a better picture of the

initial tools, or affordances, that would provide the most assistance to programmers in the initial version.
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As our goal was to establish this survey for such a purpose, we leave psychometric validation and TTF

theory about IDEs to future work.

4.2.12 Participant Selection

The goal with participant selection was to ensure we had representation from various experience groups.

While the participation rate per group was not evenly distributed, as can be seen in table 4.1, we were able

to recruit participants from first-year of college through graduate school as well as professional program-

mers. Subsequent studies could focus more closely on certain experience groups from this study or, more

importantly, other experience groups such as K–12 learners.

4.2.13 Data Diagnostics

Participants were limited to adults (age 18+) either in a computer science program at the university level or

professional programmers. All participants who completed the entire instrument were included in the data

analysis. The majority of participants whose data was not included never answered the consent question nor

any of the demographics questions; one participant selected "No, I Do Not Accept" to the consent question.

The participants that consented to the study and answered the demographics questions were asked eight

total questions with multiple sub-questions. Qualtrics required participants to complete each task before

moving on to the next task. Inside of each task, each tool had to be categorized as "helpful" or "not

helpful" in order for participants to move to the next question. Abandoned and incomplete assessments

were excluded from the diagnostics, so sixteen participants that started answering the study but did not

complete it were excluded.

4.2.14 Analytic Strategy

In this study, each scenario was considered to be independent. Participants were directed to categorize

tools as helpful or not helpful, and we coded the selection of "not helpful" to zero. They were then asked

to rank the helpful items from most helpful (first = 1) to least helpful (last). In the analysis, we did a

reverse weighting of tools where the most helpful tool received the highest weight (16), the second most

helpful received the next highest weight (15), and so on. This differentiated the most helpful tools from

the tools that were categorized as "not helpful", which were assigned a weight of zero. Weighting the tools

this way did not result in weights from 16 down to one; only the tools that were categorized as helpful
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received weights. Thus, if a participant only rated three tools as helpful, those three tools would receive

weights of 16, 15, and 14 in order and then the rest of the tools, which were categorized as "not helpful",

received a weight of zero. We performed an independent samples ANOVA on each scenario with the tool

type and the participants’ experience level as interaction terms to determine if these affected the resulting

weight. We also took means of the participants’ tool weightings and ranked the tools’ mean weight per

scenario. In the analysis below, a table reporting the means and standard deviation is presented for each

tool in order and the top three mean weights are bolded for each scenario.

With the data that is reported in the sections below, there is a wide variance for the weightings of the

tools. In order to visually represent data with a wide variance, we created Tufte box plots, to visually assess

the weightings. An example from the online documentation [153], figure 4.2 is provided to help explain

Tufte plots. In Tufte plots, the point signifies the median weight, the empty space is the interquartile range,

and the lines are the whiskers. Compared to a traditional box and whisker plot, Tufte visualization helps

to highlight the median and differentiate the weightings, since there is no box to overcrowd the visuals.

In the example in figure 4.2, the median for “factor 4” is approximately 26, the median for for “factor 6”

is approximately 20, and the median for “factor 8” is approximately 15. An important aspect to keep in

mind when viewing the Tufte box plots in the sections below is the point where the median is drawn. If

the point is on the x-axis, then it means over half of the programmers categorized the tool as "not helpful"

in the given scenario, which lowers the perceived value of the tool in that scenario.

4.3 Results

4.3.1 Participant Flow

Participants were recruited and took part in the study over a 35-day period in January and February,

2024. Table 4.1 lists the participant tallies per experience group, for a total of 123 participants across

all of the experience levels. The study only allowed participants to use a desktop or laptop computer, so

participants who attempted to access the instrument on mobile were notified it was not available and the

attempt ended. A total of 333 participants initially attempted to take part in the study. One participant

did not consent to take the study. A total of sixteen participants started the study but did not complete

it. The remaining 123 participants completed all eight questions in the study, and all data they provided

was analyzed for this work.
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Figure 4.2: Tufte Box Plot Example
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4.3.2 Recruitment

Recruiting for professional participants who were not enrolled in college was done via four emails in the

first two weeks of January, 2024. University-level participants were recruited in person on four days at five

total classes during the last week of January and the first full week of February. Responses started after

the first email response and continued into the second full week of February. There was no follow-up to

the same recruitment group after the initial recruitment period.

4.3.3 Statistics and Data Analysis

We utilized a mixed two-way analysis of variance (ANOVA) to analyze each scenario with the within-

subjects predictor of tool type and between-subjects predictor of experience along with the requisite inter-

action term. The models estimate the relationship between predictors to arrive at the outcome variable,

weight of the tool. In each case, we ensured the assumptions of a two-way ANOVA were met prior to

running the ANOVA. When running the ANOVA, we chose to use Type II, which Langsrud [144] finds to

be preferable to Type III for such analysis.

One of the fundamental assumptions in the ANOVA with a within-subjects procedure is that of spheric-

ity, which checks whether the variance/covariance matrix of the observed data from the Repeated Measures

follows a particular pattern. If Mauchly’s test of sphericity indicates the assumption of sphericity is vio-

lated, we apply a Greenhouse-Geisser correction to the degrees of freedom used to calculate the F-ratio.

These corrections often increase the p-value, so significance is reported again. Statistics were conducted

and charts were created using RStudio Version 2023.12.1+402.
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Question 1: Use Statement

Figure 4.3: Question 1: Which Tools Would Be Helpful?

Table 4.3: Question 1: Use Statement Means/SD

Rank Tool M SD

1 Example Code 10.22 5.89
2 Blocks for Conditionals (If / Else, etc) 8.87 6.06
3 Blocks for Control (Repetition / Loops) 8.80 6.08
4 Alert About What Problems Mean 8.29 6.43
5 Blocks to Create New Variables 8.24 5.68
6 Blocks of In-Scope Variables 7.64 5.95
7 Blocks for I/O (Print, Input, Clicks, etc) 7.33 5.66
8 Blocks for New Class/Funct 6.82 6.12
9 Blocks for Exiting (Return, Continue, Break, etc) 6.76 5.52
10 Blocks of All Functions in the Class 6.59 5.95
11 Class Name/Library 6.12 6.17
12 Class Short Description 4.96 6.07
13 Link to Class Documentation 4.71 6.10
14 Blocks to Import Additional Libraries (use) 4.18 5.75
15 Project Files / Structure 4.03 5.71
16 Source Control 2.40 4.63
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The ANOVA for the scenario where the cursor is on a “use” statement is statistically significant for tool

F (15,1815) = 15.75, p < .001, generalized Eta squared (η2G) = .111, which demonstrates that participants

rated the helpfulness of the tools significantly differently. Additional significance was found in experience

F (1,121) = 4.59, p = .034, η2G = .001 and the tool:experience interaction F (15,1815) = 2.02, p = .012,

η2G = .016. The generalized Eta squared indicated the effect size of tool to be 11.1% of the model, (η2G

= .111). The effect sizes of experience and the interaction of tool:experience are small at 0.1% and 1.6%

respectively.

When analyzing Mauchly’s test, the data indicated the sphericity assumption was not met for the

tool:experience interaction (W = .20, p < .001), so a Greenhouse-Geiser correction was applied (ϵ = 0.55).

The tool:experience interaction was still found to be significant (p = .036). The mean weights for each

of the tools is in table 4.3. The top three mean weights in this scenario are “Example Code”, “Blocks for

Conditionals”, and “Blocks for Control.” In figure 4.5, a rendering of the top tools is shown as an example.

The top-ranked tools not shown were excluded due to the inability to display them at this stage, such as

“Alert About What Problems Mean,” because there are no errors. A context-aware palette would not show

inconsequential information.
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Figure 4.4: Question 1: Code Snippet Displayed to Participant

Figure 4.5: Question 1: Potential Partial Palette Based on Weights
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Question 2: Syntax Error

Figure 4.6: Question 2: Which Tools Would Be Helpful?

Table 4.4: Question 2: Syntax Error Means/SD

Rank Tool M SD

1 Alert About What Problems Mean 15.09 2.44
2 Example Code 12.04 4.99
3 Blocks of In-Scope Variables 7.54 6.29
4 Link to Class Documentation 5.71 6.35
5 Blocks for I/O (Print, Input, Clicks, etc) 5.37 5.88
6 Blocks for Control (Repetition / Loops) 5.32 6.13
7 Blocks for Exiting (Return, Continue, Break, etc) 5.06 5.70
8 Blocks for Conditionals (If / Else, etc) 4.80 5.81
9 Blocks to Create New Variables 4.67 5.80
10 Class Short Description 4.23 6.04
11 Class Name/Library 3.97 5.85
12 Source Control 3.64 5.68
13 Blocks of All Functions in the Class 3.63 5.49
14 Project Files / Structure 2.63 5.01
15 Blocks to Import Additional Libraries (use) 2.57 4.64
16 Blocks for New Class/Funct 2.48 4.89
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The ANOVA for the scenario where the cursor is on a red block, which indicates a syntax error, is

statistically significant for tool F (15,1815) = 49.34, p < .001, η2G = .271, which demonstrates that par-

ticipants rated the helpfulness of the tools significantly differently. The generalized Eta squared indicated

the effect size of tool to be relatively large at 27.1% of the model, (η2G = .271). No other significance was

found in this scenario.

When analyzing Mauchly’s test, the data indicated the sphericity assumption was not met for the tool

type (W = .01, p < .001), so a Greenhouse-Geiser correction was applied (ϵ = 0.55). The tool type was

still found to be significant (p < .001). The mean weights for each of the tools is in table 4.4. The top three

mean weights in this scenario are “Alert About What Problems Mean”, “Example Code”, and “Blocks of

In-Scope Variables.” In figure 4.8, a rendering of the top tools is shown as an example. Only the top-ranked

tools with a median higher than zero are rendered, and there are no “In Scope Variables” in this example,

which is why there are only two tools in the example palette.
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Figure 4.7: Question 2: Code Snippet Displayed to Participant

Figure 4.8: Question 2: Potential Partial Palette Based on Weights
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Question 3: If Statement

Figure 4.9: Question 3: Which Tools Would Be Helpful?

Table 4.5: Question 3: If Statement Means/SD

Rank Tool M SD

1 Blocks for Conditionals (If / Else, etc) 11.27 6.04
2 Blocks of In-Scope Variables 11.16 5.72
3 Example Code 10.00 6.00
4 Blocks for Exiting (Return, Continue, Break, etc) 7.29 6.34
5 Blocks to Create New Variables 6.89 6.51
6 Blocks for Control (Repetition / Loops) 6.72 6.44
7 Blocks for I/O (Print, Input, Clicks, etc) 6.28 6.27
8 Blocks of All Functions in the Class 4.54 6.00
9 Alert About What Problems Mean 4.07 6.01
10 Link to Class Documentation 2.82 5.28
11 Class Short Description 2.74 5.15
12 Source Control 2.59 4.97
13 Project Files / Structure 2.41 4.99
14 Class Name/Library 2.28 4.71
15 Blocks for New Class/Funct 2.23 4.82
16 Blocks to Import Additional Libraries (use) 1.48 3.86
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The ANOVA for the scenario where the cursor is inside a block for the user to type the conditions

for the “if” statement is statistically significant for tool F (15,1815) = 44.09, p < .001, η2G = .252,

which demonstrates that participants rated the helpfulness of the tools significantly differently. Additional

significance was found in experience F (1,121) = 18.78, p < .001, η2G = .011. The generalized Eta squared

indicated the effect size of tool preference to be relatively large at 25.2% of the model, (η2G = .252). The

effect size of experience is small at 1.1% of the model (η2G = .011).

When analyzing Mauchly’s test, the data indicated the sphericity assumption was not met for the

tool preference (W = .04, p < .001), so a Greenhouse-Geiser correction was applied (ϵ = 0.68). The tool

preference was still found to be significant (p < .001). The mean weights for each of the tools is in table 4.5.

The top three mean weights in this scenario are “Blocks for Conditionals”, “Blocks of In-Scope Variables”,

and “Example Code.” In figure 4.11, a rendering of the top tools is shown as an example. All of the

top-ranked tools with a median higher than zero are rendered in the example.
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Figure 4.10: Question 3: Code Snippet Displayed to Participant

Figure 4.11: Question 3: Potential Partial Palette Based on Weights
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Question 4: Add Function

Figure 4.12: Question 4: Which Tools Would be Helpful?

Table 4.6: Question 4: Add Function Means/SD

Rank Tool M SD

1 Blocks of In-Scope Variables 12.20 5.64
2 Example Code 10.33 6.40
3 Blocks to Create New Variables 7.98 7.08
4 Blocks of All Functions in the Class 6.15 6.82
5 Alert About What Problems Mean 5.35 6.57
6 Blocks for I/O (Print, Input, Clicks, etc) 4.89 6.52
7 Link to Class Documentation 3.11 5.44
8 Blocks for Exiting (Return, Continue, Break, etc) 3.08 5.36
9 Class Short Description 3.07 5.37
10 Class Name/Library 2.98 5.37
11 Blocks for Conditionals (If / Else, etc) 2.94 5.32
12 Blocks for New Class/Funct 2.51 5.20
13 Project Files / Structure 2.49 4.95
14 Blocks for Control (Repetition / Loops) 2.32 4.77
15 Source Control 2.16 4.71
16 Blocks to Import Additional Libraries (use) 1.77 4.45
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The ANOVA for the scenario where the cursor is inside a block for the user to fill out the parameters in

the "Add()" function call is statistically significant for tool F (15,1815) = 38.03, p < .001, η2G = .223. No

other significance was found. The generalized Eta squared indicated the effect size of tool to be relatively

large at 22.3% of the model, (η2G = .223).

When analyzing Mauchly’s test, the data indicated the sphericity assumption was not met for tool type

(W = .05, p < .001), so a Greenhouse-Geiser correction was applied (ϵ = 0.71). The tool type was still

found to be significant (p < .001). The mean weights for each of the tools is in table 4.6. The top three

mean weights in this scenario are “Blocks of In-Scope Variables”, “Example Code”, and “Blocks to Create

New Variables.” Figure 4.14 shows a rendering of the top tools from this example. The top-ranked tools

with a median higher than zero are rendered in the example. In this context, “Blocks of In-Scope Variables”

was not rendered for clarity because there are no existing variables in scope in this example. In cases where

there are variables in-scope, that tool should be displayed right after “Example Code.”
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Figure 4.13: Question 4: Code Snippet Displayed to Participant

Figure 4.14: Question 4: Potential Partial Palette Based on Weights
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Question 5: Dataframe

Figure 4.15: Question 5: Which Tools Would be Helpful?

Table 4.7: Question 5: Create Dataframe Means/SD

Rank Tool M SD

1 Example Code 9.80 6.15
2 Project Files / Structure 8.58 6.84
3 Class Name/Library 7.87 6.76
4 Link to Class Documentation 7.80 6.59
5 Class Short Description 6.13 6.64
6 Blocks to Import Additional Libraries (use) 5.85 6.41
7 Blocks of In-Scope Variables 5.75 6.18
8 Source Control 5.72 6.51
9 Blocks to Create New Variables 5.50 6.15
10 Blocks of All Functions in the Class 4.91 6.12
11 Blocks for New Class/Funct 4.47 5.99
12 Alert About What Problems Mean 4.40 6.01
13 Blocks for I/O (Print, Input, Clicks, etc) 4.19 6.07
14 Blocks for Control (Repetition / Loops) 3.05 5.28
15 Blocks for Conditionals (If / Else, etc) 2.89 5.10
16 Blocks for Exiting (Return, Continue, Break, etc) 1.82 4.01
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Figure 4.16: Question 5: Code Snippet Displayed to Participant

Figure 4.17: Question 5: Potential Partial Palette Based on Weights

The ANOVA for the scenario where the cursor is on a “Dataframe” instantiation is statistically significant

for tool F (15,1815) = 16.05, p < .001, η2G = .109. Additional significance was found in the tool:experience

interaction F (15,1815) = 3.48, p < .001, η2G = .026. The generalized Eta squared indicated the effect size

of tool to be 10.9% of the model, (η2G = .109). The effect size of the tool:experience interaction is small

at 2.6%.

When analyzing Mauchly’s test, the data indicated the sphericity assumption was not met for tool type

(W = .02, p < .001) nor the tool:experience interaction (W = .02, p < .001), so a Greenhouse-Geiser

correction was applied (ϵ = 0.65). The tool type was still found to be significant (p < .001). Likewise,

the tool:experience interaction was also found to be significant (p < .001). The mean weights for each of

the tools is in table 4.7. The top three mean weights in this scenario are “Example code”, “Project Files

/ Structure”, and “Class Name/Library.” In figure 4.17, a rendering of the top tools is rendered for this

example. The top-ranked tools with a median higher than zero are rendered in the example. The “Project

Files / Structure” is rendered as the “Projects” tab.
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Question 6: Chart Display

Figure 4.18: Question 6: Which Tools Would be Helpful?

Table 4.8: Question 6: Chart Display Means/SD

Rank Tool M SD

1 Example Code 11.15 5.62
2 Blocks of In-Scope Variables 7.80 6.80
3 Class Name/Library 6.34 6.81
4 Blocks of All Functions in the Class 6.20 6.92
5 Link to Class Documentation 6.09 6.49
6 Blocks for I/O (Print, Input, Clicks, etc) 5.67 6.74
7 Project Files / Structure 5.55 6.66
8 Class Short Description 5.35 6.36
9 Alert About What Problems Mean 4.65 6.18
10 Blocks to Create New Variables 3.89 5.70
11 Blocks to Import Additional Libraries (use) 3.80 5.67
12 Source Control 3.58 5.76
13 Blocks for New Class/Funct 3.23 5.64
14 Blocks for Conditionals (If / Else, etc) 2.63 5.18
15 Blocks for Control (Repetition / Loops) 2.19 4.75
16 Blocks for Exiting (Return, Continue, Break, etc) 2.14 4.84
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The ANOVA for the scenario where the cursor is on line to display a “chart” is statistically significant

for tool F (15,1815) = 19.14, p < .001, η2G = .126. Additional significance was found in the tool:experience

interaction F (15,1815) = 5.07, p < .001, η2G = .037. The generalized Eta squared indicated the effect size

of tool to be 12.6% of the model, (η2G = .126). The effect size of the tool:experience interaction is small

at 3.7%.

When analyzing Mauchly’s test, the data indicated the sphericity assumption was not met for tool type

(W = .04, p < .001) nor the tool:experience interaction (W = .04, p < .001), so a Greenhouse-Geiser

correction was applied (ϵ = 0.68). The tool type was still found to be significant (p < .001). Likewise,

the tool:experience interaction was also found to be significant (p < .001). The mean weights for each of

the tools is in table 4.8. The top three mean weights are “Example code”, “Blocks of In-Scope Variables”,

and “Class Name/Library.” In figure 4.20, a rendering of the top tools is rendered for this example. The

top-ranked tools with a median higher than zero, of which there were only two, are rendered in the example.

4.4 Discussion

4.4.1 Support of Original Hypotheses

Through this study, we gained insight into what IDE tools might be helpful in an array of scenarios, at

least for the purposes of creating an initial data-driven prototype. Some of the findings are more applicable

to IDEs broadly rather than being specific to block languages, which we found interesting.

4.4.2 Hypothesis 1

H0: Professionals and novices will consider all tools to provide the same helpfulness.

The helpfulness of various IDE tools was rated significantly differently with a strong effect size, thus we

reject the null hypothesis 1 in favor of the alternative hypothesis: there is a difference in which tools are

helpful or not regardless of the scenario. This finding was supported for both novices and professionals.

When analyzing the mean weights, we see that some tools are generally helpful across various scenarios.

The tools that are ranked most often in the top three while never appearing in the bottom three are

“Example Code” and “Blocks of In-Scope Variables.” In addition, the “Alert About What Problems Mean”

and “Blocks to Create New Variables” are never in the bottom three rankings. Overall, this indicates these

tools are generally helpful for programming tasks. We additionally see some tools as not helpful in most

use cases. The tools “Blocks for Exiting,” “Blocks to Import Additional Libraries,” and “Source Control”
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Figure 4.19: Question 6: Code Snippet Displayed to Participant

Figure 4.20: Question 6: Potential Partial Palette Based on Weights
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are never rated in the top three tools.

4.4.3 Hypothesis 2

H0: Professionals and novices will want the same tools regardless of the scenario.

Tools were rated significantly differently in each scenario, thus we reject the null hypothesis 2 in favor

of the alternative hypothesis: depending on the scenario, some tools were more useful than others. When

looking across the scenarios as a whole, we recognize some phases of programming.

Question one with the “use statement” represents a typical scenario for the beginning phase of writing

a program. This is a time when the programmer is starting out and needs some early assistance to

put the structure together. In this scenario, the highest ratings were for “Example Code,” “Blocks for

Conditionals,” and “Blocks for Control,” which is unsurprising given that the programmer needs to know

how to begin solving the programming challenge and to begin their programmatic scaffolding. Interestingly,

“Blocks to Create New Variables” was in the top five tools; we expected this tool to be ranked slightly

higher. Additionally “Blocks to Import Additional Libraries” was ranked in the bottom three, although we

expected it to be ranked in the top three. When looking at figure 4.3, we see that the median weights of

most tools are non-zero, which reinforces the idea that the programmers want a variety of tools to begin

their programming tasks. The tools with a zero median, meaning at least half of the developers found

them not helpful, are “Blocks to Import Additional Libraries,” “Class Short Description,” “Link to Docs,”

“Project Files,” and “Source Control.”

When problems arise, such as in the case when there is a red block due a syntax error, programmers

reached for the top two tools to figure out how to fix the error—“Alert About What Problems Mean” and

“Example Code”—which is as we expected. What is interesting is that the third highest-ranked tool was

“Blocks of In-Scope Variables,” which would not affect this situation, but the actual fix for it—“Blocks to

Import Additional Libraries,” namely the array library in this case— was the second-lowest-ranked tool.

In this scenario, the only non-zero medians (as shown in figure 4.6) are the same blocks as the top three

means. This indicates that for an error, over half of the developers found nothing else helpful outside of

figuring out how to fix the error.

In the midst of programming, it is common to write “if statements” as well as create and call functions,

which we tested in questions three and four respectively. In both of these scenarios, “Blocks of In-Scope

Variables” and “Example Code” were ranked in the top three tools. “Blocks for Conditionals” was the top-

ranked tool for the question about “if statements,” which is not surprising considering developers might
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want to add “else if” and “else statements.” For the add statement, “Blocks to Create New Variables” rounds

out the top three tools. Since in this case the cursor indicated that the user needed to add a parameter, it

makes sense that the programmer would want both the option to use currently in-scope variables and to

create a new one. In figure 4.9, there are seven tools that over half of the programmers rated as helpful: the

top three ranked tools plus “Blocks to Create New Variables,” “Blocks for Control,” “Blocks for Exiting,”

and “Blocks for I/O.” When analyzing the medians in figure 4.12 for the “Add()” function, we see that over

half of the programmers rated only the top three tools as helpful.

The last two scenarios related to dataframes and charts give us an indication of what programmers

need when they encounter what we consider to be an unfamiliar scenario. In both of these scenarios, the

top-ranked tool was “Example Code.” which indicates programmers are simply trying to learn what it is

they are supposed to be doing. In both scenarios, the third-highest-ranked tool was “Class Name/Library,”

but this might be misleading. As shown in figure 4.18 for scenario six, regarding displaying a chart, over

half of the programmers categorized “Class Name/Library” as not helpful. The other top-three tools in

each scenario, respectively, were “Blocks of In-Scope Variables” and “Project Files / Structure.” Looking

at the medians in figure 4.15, we see “Link to Class Documentation” tool was the only other tool selected

as helpful by over half of the programmers for the question about dataframes. In figure 4.18, only the

two top-ranked tools were categorized as helpful by over half of the programmers. Interestingly, in both

scenarios, the three lowest-ranked tools were “Blocks for Control,” “Blocks for Conditionals,” and “Blocks

for Exiting.” These results indicate that programmers did not know how to approach these problems, but

at a high level they had an idea of what they did not need for these scenarios: loops, “if statements,” or

return statements.

4.4.4 Hypothesis 3

H0: Professionals and novices will will have the same viewpoint on the helpfulness of the tools.

Experience level was only significantly different in some of the scenarios, and even when it was, the

effect size was typically less than one percent of the model. This was likely due in part to the small

sample of professional programmers and should be considered for a future study. Considering there was

no significant difference in most scenarios, we fail to reject the null hypothesis 3.
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Table 4.9: Count of Times Each Tool Ranks in the Top or Bottom Tools Across All Scenarios
# Tool Type Ranked in Top 3 Ranked in Bottom 3

1 Project Files/Structure 1 2
2 Source Control 0 2
3 Class Name/Library 2 1
4 Class Short Description 0 1
5 Blocks of In-Scope Variables 4 0
6 Alert About What Problems Mean 1 1
7 Link to Class Documentation 0 0
8 Blocks to Create New Variables 1 0
9 Blocks for Control 1 3
10 Blocks for Conditionals 2 2
11 Blocks of All Functions in the Class 0 0
12 Blocks for I/O 0 0
13 Blocks to Create New Blocks 0 2
14 Blocks for Exiting 0 2
15 Blocks to Import Additional Libraries 0 4
16 Example Code 6 0

4.4.5 Similarity of Results

As discussed previously, Dwyer et al. [87] and Gaver [150] recommended researchers to consider all visual

cues and affordances when creating block-based IDEs. Mason and Cooper [154] report that having extra

options, tools, or affordances available in an IDE reduces performance, especially in the learning environ-

ment, even if they are not used. This in turn causes novices’ perception that programming in learning

and professional environments is more difficult. Essentially, they state that novices benefit from simplified

environments. The current study provides quantitative analysis to expand upon these recommendations;

in each example a minimal context-aware palette is provided.

4.4.6 Interpretation

This study aimed to quantify which IDE tools would be helpful or not helpful in various scenarios. Table 4.9

shows how many times each tool was ranked in the top three or bottom three. Table 4.11 shows the number

of times each tool had a median greater than zero, meaning that more than half of the programmers

categorized the tool as helpful for the scenario. Many times, the median is zero, which means that over

half of the programmers categorized the tool as not helpful for the given scenario. Three tools were not

found to be helpful by more than half of the developers in any of the scenarios: “Class Short Description,”

“Source Control,” and “Blocks to Import Additional Libraries.”
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Table 4.10: Sum of the Means
Rank Tool Mean Sum

1 Example Code 63.54
2 Blocks of In-Scope Variables 52.09
3 Alert About What Problems (Red Blocks) Mean 41.85
4 Blocks to Create New Variables 37.18
5 Blocks for I/O (Print, Input, Clicks, etc) 33.72
6 Blocks for Conditionals (If, Else, etc) 33.41
7 Blocks of All Functions in the Class 32.03
8 Link to Class Documentation 30.24
9 Class Name/Library 29.56
10 Blocks for Control (Repetition, Loops) 28.40
11 Class Short Description 26.47
12 Blocks for Exiting (Return, Continue, Break, etc) 26.15
13 Project Files / Structure 25.69
14 Blocks to Create New Blocks (Class, Function, etc) 21.74
15 Source Control 20.09
16 Blocks to Import Additional Libraries (use) 19.64

Table 4.11: Tool Median Weight Greater Than Zero
Rank Tool Q1 Q2 Q3 Q4 Q5 Q6 Total

Use Error If Add() Datafrm Chart

1 Example Code ✓ ✓ ✓ ✓ ✓ ✓ 6
2 Blocks of In-Scope Variables ✓ ✓ ✓ ✓ ✓ 5
3 Alert About What Problems Mean ✓ ✓ 2
4 Blocks to Create New Variables ✓ ✓ ✓ 3
5 Blocks for I/O ✓ ✓ 2
6 Blocks for Conditionals ✓ ✓ 2
7 Blocks of All Functions in the Class ✓ 1
8 Link to Class Documentation ✓ 1
9 Class Name/Library ✓ ✓ 2
10 Blocks for Control ✓ ✓ 2
11 Class Short Description 0
12 Blocks for Exiting ✓ ✓ 2
13 Project Files / Structure ✓ 1
14 Blocks to Create New Blocks ✓ 1
15 Source Control 0
16 Blocks to Import Additional Libraries 0

Total per scenario 11 3 7 3 4 2
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When assessing across scenarios, we discover that certain tools regularly emerge as most helpful regard-

less of scenario. The “Example Code” tool was ranked in the top three tools and was categorized as helpful

by over half of the programmers in every scenario, so having a way to display or link to example code would

be beneficial to programmers. The “Blocks of In-Scope Variables” tool was ranked in the top three tools

in four of the six scenarios, so in the majority of cases, providing this tool would be beneficial for writing

programs. This tool was only ranked outside the top three on the “use statement” (question one), likely due

to the fact that programmers could recognize there were not yet any local scope variables, but it was still

ranked as broadly helpful in that scenario according to the median. For the dataframe question, that same

tool was categorized as not helpful by over half of the developers, which is likely because “dataframe” is

an unknown term or programming scenario for many programmers, hence they ranked tools that provided

them more information highest in that scenario. Neither of these tools (“Example Code” nor “Blocks of

In-Scope Variables”) were ever ranked in the bottom five rankings in any scenario, which indicates they

would be helpful across most programming activities. These findings are reinforced if we look at table 4.10,

where these tools are the top two sums by weight. These tools are of high benefit to users and should

be included persistently in the context-aware palette with prominent placement when their existence is

possible. (Cases in which their existence is not possible include a newly opened blank file.)

Conversely, we discovered some tools are consistently in the bottom of the rankings. As described above,

“Class Short Description,” “Source Control,” and “Blocks to Import Additional Libraries” were never rated

as helpful by over half of the programmers in any scenario. The “Source Control” tool was ranked in the

bottom three twice, and it was ranked in the bottom five for all but one of the scenarios. The dataframe

question was the only one in which this tool did not appear in the bottom five rankings. Programmers

also ranked the tool “Blocks to Import Additional Libraries” in the bottom three tools in four of the six

scenarios. None of these tools were ever ranked in the top three in any scenario, which collectively indicates

they would not be broadly helpful across all programming activities. These findings are reinforced if we

look at table 4.10, where two of the three tools are at the bottom by mean sums. These tools are of little

benefit to users and should likely not be included in the context-aware palette.

Additional analysis is required to make recommendations for a context-aware palette. The rankings

with corresponding weights in table 4.10 are one consideration for which tools to adopt in a context-aware

palette. We also analyzed the top three and bottom three rankings in each scenario from table 4.9 and

cross-referenced them with the rankings in the sum of the means in table 4.10 and the frequency with

which the majority of developers categorized the tool as helpful in table 4.11.
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As we move down the weighting order, the value of displaying tools in most use cases diminishes quickly.

For example, “Example Code” and “Source Control” could be used in most scenarios, but the rankings for

each are quite different, with comparative sums of means equaling 63.54 and 20.09 respectively. The

difference in rankings from participants demonstrates that “Example Code” should be available as often as

possible in the palette, whereas “Source Control” is less important and thus may not need to be available.

Returning to the conclusions from Mason and Cooper [154], including a tool like “Source Control” may

actually hinder learning and productivity; thus, we do not include it in any of our recommendations.

There may be certain tools that are ranked low in table 4.10, yet other indicators point to them having

high value in specific scenarios. For example, “Blocks for Exiting” was ranked low in the sums of means,

but over half of the developers found it helpful in two scenarios. Similarly, “Project Files / Structure”

was ranked even lower than “Blocks for Exiting,” but it was ranked in the top three in the fifth scenario

regarding dataframes. In our renderings, “Project Files / Structure” is represented in a different tab than

our context-aware palette.

“Example Code,” “Blocks of In-Scope Variables,” and “Blocks to Create New Variables” were the top

tools categorized as helpful most often by developers, so they should be available whenever possible. The

“Example Code” could be displayed as a link, pop-out, or another unobtrusive format, so that the length

of the example code would not overtake the entire palette. In the renderings below, it is displayed as a link

for ease of visualization. We must also take into account the visual and cognitive overhead each tool would

present. For example, “Blocks of All Functions in the Class” is ranked before “Link to Class Documentation,”

but for a robust class, there might be hundreds or thousands of functions that could be displayed. This

takes compute cycles to parse and display as blocks and also presents a lot of visual information, which

could be overwhelming for some users, especially novices, as previously discussed. Interestingly, neither of

these tools were ever ranked in the top three nor bottom three, and they were only rated as helpful by the

majority of programmers in one scenario each. A “Link to Class Documentation” may provide the ability

to get just as much information without the overhead. We recommend having only one of these two tools

available until more data can be gathered. If “Blocks of All Functions in the Class” is chosen, then it is

recommended to list this at the end of the tool options and/or to provide a filter so as to not potentially

overwhelm users. This is how this tool is represented in our example visualizations.

“Alert About What Problems Mean” is another top-ranked tool by sums of weights. This highly-

specialized tool is most helpful when the IDE can detect a syntax error or some other issue in the code

prior to compilation. We recommend to hide this tool until such a time that the IDE detects a syntax error.
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In that scenario, the block containing the error should turn red, and when the cursor is on that block, this

tool can appear, providing potential fixes. Until such a time, this tool does not need to be displayed, but

when it is, it should appear near the top of the palette.

“Blocks for I/O” and “Blocks for Conditionals” are the next highly-ranked tools in the sum of weights.

It makes sense that “Blocks for I/O” received a high ranking since questions one through three asked the

participant to “Imagine you’ve been tasked to write a small function that will take in an integer array,

prints out the even integers, and then returns an array of the even integers to the caller.” Thus, the

participant was primed that they needed “Blocks for I/O” to print out the array. Likewise, “Blocks for

Conditionals” likely received a high ranking because question three asked directly about “if statements” in

the study. Due to the fact that control statements (repetitions like traditional while and for loops) are a

similar fundamental concept as conditionals, it would follow that, despite their much lower ranking, “Blocks

for Control” should be displayed below the “Blocks for Conditionals” tool.

Interestingly, the tool “Blocks for Exiting” received a low ranking, despite the previously-mentioned

priming where the user was asked that it “...returns an array of the even integers” in questions one through

three. This tool appears to have limited use due to its ranking in the sum of weights (twelfth) and its

appearance in the top and bottom lists, where it was never ranked in the top three tools yet was twice

ranked in the bottom three. The aforementioned fact that over half of the programmers categorized it as

helpful in two scenarios does lend credence to support it existing on the palette at certain times. “Blocks to

Create New Blocks” and “Blocks to Import Additional Libraries” sit at the bottom of the rankings. These

tools could be displayed when a new project file is created and programmers need to begin importing

libraries and creating new classes and functions, but the data from this specific study does not support

their inclusion.

A true context-aware palette could have infinite arrangements depending on the amount of code in the

file, where the cursor sits in the code, and the number of tools potentially available. In synthesis of the

above, we will list the suggested palette tools and their order for context-aware palettes for the following

examples:

1. Figure 4.21: when a new project file is created

2. Figure 4.22: editing of a script with code not in a class and there are no imported libraries

3. Figure 4.23: editing of a script with imported libraries

4. Figure 4.24: editing a file within code in a class
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5. Figure 4.25: when there is an error in a program

For this first scenario in figure 4.21, the top three weighted tools of “Example Code,” “Blocks of In-Scope

Variables,” and “Alert About What Problems Mean” are not valid tools to display. Without any code, the

palette cannot decipher what example code to display, since there would be far too many options. There

are no in-scope variables to show and there are no errors about which to alert the programmer, so neither

of these tools can be displayed, either. In this case, the palette will display the most common blocks for

the programmer to start writing code.

In this second scenario in figure 4.22, the “Example Code” tool is still not showing, since the palette

does not have context for what examples to show, and again there are no errors to show, which means

“Alert About What Problems Mean” is again not valid to display. The “Blocks of In-Scope Variables” tool

is present with “my_int” and “my_counter” showing on the palette.

The primary difference we see in the scenario in figure 4.23 is the “Example Code” tool is now displayed

as the most prominent tool. In order for this to be shown, the example assumes a library was imported to

narrow the range of possible example code for the programmer.

Figure 4.24 demonstrates how the palette could look when editing in a class. All of the functions in

the class could be shown toward the bottom of the palette, and there could be a filter box in order to help

the programmer quickly find the function they need. This could also aid in discovering related functions

to the programmer’s initial options that would be a good fit for program creation. This version maintains

the important tools for “Example Code” and “Blocks of In-Scope Variables” as well as other common tools

before the functions in the class.

For the scenario in figure 4.21, we took the previous example and added an error to it. In this example,

the programmer needs to add “Library.Containers.Array” to the use statements at the top of the program

in order to use the array class. The alert box promptly opens up when the cursor is present on the error

line, but when the cursor is not on that line, the alert box will hide itself again. Clicking on the “Click

Here to Add” link in the alert box will add the proper “use statement” to the top of the file and the alert

box will disappear, effectively reverting the palette to look like figure 4.24.

Notably, each of these examples do not all necessarily contain the same tools nor the same number of

tools. This is a feature and the power of the context-aware palette; it can adapt to a given scenario. Since

programming is such a complex task, the scenarios above do not cover all possibilities. These provided

scenarios are a general starting point for guidance. For example, it is easy to imagine any number of
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Figure 4.21: Recommended Palette: Empty File
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Figure 4.22: Recommended Palette: Editing a Script Without Imported Libraries
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Figure 4.23: Recommended Palette: Editing a Script With Imported Libraries
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Figure 4.24: Recommended Palette: Editing a Class
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Figure 4.25: Recommended Palette: Error in the Code
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scenarios similar to example two, but with specific libraries such as DataFrame or Array imported. In

these cases, it might be beneficial to add “Blocks of All Functions in the Class” instead of “Blocks to Create

New Blocks” to the palette. Overall, these three examples are to serve as a starting point rather than a

final authoritative word for all use cases.

4.4.7 Generalizability

This study encompassed participants ranging from early-stage novices to professionals with decades of

experience. All participants completed high-school at a minimum, and some had degrees as high as a PhD.

Professionals were those who are currently employed in programming roles or who had been in the past

where programming was either the primary or secondary responsibility of the role. Despite these factors,

the generalizablity of this study is difficult to quantify. We did not get enough professional programmers to

claim any level of generalizability for that group with this result. This study also excludes K–12 students,

which is an important missing cohort for any potential generalizability.

Further, studies involving surveys have natural limitations. Due to the lack of a working tool to actually

test, this study’s format as a thought experiment reduced the ability to effectively generalize our results.

Since no validated instruments appear to exist, nor does such an IDE exist to create said instrument,

the present study’s value should be seen as an initial stake in the ground from which to conduct future

studies. We do not know if these results would hold when such a tool is used in practice; we would need

more real-world observations, along with taking timing and accuracy measurements, with people across a

spectrum of different skill levels to claim any level of generalizability. Put simply, the data from this study

can be used to create an initial IDE for testing purposes; future studies can use that initial IDE to validate

or refute the data herein.

4.4.8 Implications

Similar to the first study, future research should be conducted in various ways. First, this study could be

conducted on a larger sample, especially with more professional programmers. This would help generalize

those results to a broader range of programming experiences. It is likely that utilizing a more sophisticated

testing environment that allows for live programming would help test the palette once implemented. Finally,

testing this instrument on K–12 novices would increase the generalizability of these findings. As before, it

makes sense to consider “birth to death” as a metaphor to understand when and where such results might
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apply.

4.4.9 Limitations

A primary limitation of the study is the participant pool’s limited number of professionals. In order to

partially compensate, we classified some upper-level students with professional programming experience

as professionals, but since this is self-reported data, we do not know if this experience would typically be

classified as professional experience or more like a basic internship. To compound that, the ongoing work

of Siegmund along with Peitek et al. [155] demonstrate that self-reported programmer experience is not

the primary factor in significantly different programmer efficacy. Instead, it is part of a multi-dimensional

set of factors including interest in learning, self comparison/reflection, and others, so just selecting years

of experience and professional experience have little to no power to predict outcomes.

Another limiting factor is the lack of participants who are K–12 students. It is impossible to say if such

a tool can scale from early novices to professionals if we cannot start at the earliest stages. This cohort

should be studied once an initial tool is made, so their results can be directly observed.

Another limitation is that this was a thought experiment for participants, since the instrument did

not allow for any interaction nor programming activities. Participants might have different responses once

such a system is implemented and they are able to interact with it. This was merely a thought experiment

wrapped in a survey, but once participants can use it in practice, they may help us uncover completely

different results.

Finally, and potentially the greatest limitation, there likely was not a broad enough array of scenarios

tested. For example, “Blocks for Control” and “Blocks for Exiting” were ranked quite low in this study, but

there were not any scenarios that specifically called for them. The results might be different if we added

scenarios requiring loops or return statements. This is a difficult limitation to overcome in this format,

since we would never be able to test every possible programming scenario. Thus the format itself was a

major limitation, but it was beneficial for creating the first prototype.
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Chapter 5

Conclusion

5.1 Discussion of Research Questions

Overall, this body of work endeavored to improve the ability for students to learn programming; each study

approached this goal from a different aspect. We included input from professional programmers because

they bring a wealth of knowledge and experience to programming overall. In addition, it was important

to us to get feedback from university students, since they represent an array of experience levels. Some

student participants had very introductory, cursory experience with programming, providing feedback

from early-stage learners. Other student participants represented an intermediate level of programming

experience. Each of the studies in chapter 3 and chapter 4 were designed to broadly address the initial

research questions, which we will now discuss in turn.

5.1.1 RQ 1

What attributes of block programming languages and environments do professionals find to be beneficial

versus detrimental?

In this question, we assessed what existing attributes of block-based languages and environments help

programmers succeed in learning and coding, and conversely, which ones are at least potentially detrimental

to learning and learning transference.

In the chapter 3 study about block-based programming attributes, we identified several attributes of

block languages that are beneficial to programming and learning programming. As previously noted in

studies, colorful blocks are beneficial despite the fact that we do not empirically know the reason why, nor
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what about them makes them beneficial. The shape of the blocks and the dropdown arrows are beneficial

to learning and programming, since they provide visual markers to easily distinguish information. Perhaps

the most obvious beneficial attribute is one we labeled as “text, punctuation, and symbols,” which simply

provides the same information in a block language that it would in a text-based language.

When we consider the chapter 4 study about the IDE for block languages, we find that several of

the basic blocks, which most block-based IDEs provide by default, are helpful for programming activities.

In this study, we were not surprised to learn it is beneficial for the IDE to present blocks for controls,

conditionals, input/output, and creating new variables.

Conversely, there were several attributes working in concert to form spatial layout, that appear to be

detrimental to the learning and programming environment. Spatial layouts, which are dispersed on an

unbound editing palette, negatively impact programming activities for several reasons. First, horizontal

scrolling and dispersed block arrangement can be taken as a problematic pair. It is a much more com-

mon and simple activity to scroll up and down rather than left and right. This is even more true when

accessibility is considered, which it should always be. There are more options to easily scroll up and down

to suit people’s needs. For example, up and down arrows can be used to simply move line by line verti-

cally. Moving left and right with the keyboard typically moves within a line rather than from left entity

to right entity, such as from a left set of blocks to a different set of blocks on the right. Using the tab

key does not solve that complication, since tab is used for indentation or other special uses in accessible

environments. Thus, a combination of keystrokes would be needed to effectively move between left/right

positioned blocks, which may present other accessibility challenges, such as for people with mobility issues.

Additionally, spatial layout prevents the ability to use line numbers, for which programmers indicated a

preference. Thus, we highly recommend against utilizing spatial layouts.

5.1.2 RQ 2

What aspects of block-based programming might be beneficial to both learners and professionals?

The intent behind this question was to determine if there is a difference between the perspectives of

professionals and learners. In many cases, such as throughout the study in chapter 4 about the IDE tools,

we learned there was not a significant difference between the perspectives of professionals and novices.

In the chapter 3 study about visual attributes, we discovered significant differences between learners

and professionals for the attributes of color, text, and line numbers. We also found differences, as expected,

with task timing and correctness. In all of these cases, while the differences were statistically significant,
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the effect size was very small. When testing the color attribute, professionals in the two groups which

received the horizontal scroll treatment were more extreme in rating the preference for color or the disdain

for grayscale; that experience difference accounted for 6% of the model, which is fairly small. In all other

cases of professionals versus learners perspectives, the differences were even smaller. They were not more

than 2.5% and ranged down to less than 1%.

Taking this all into account, while were some differences between professionals and learners, in this

study we did not observe large differences between the two experience groups. Perhaps the differences

would be greater if live programming tasks were possible, but that might also present greater negative

effects with programming anxiety [156]. The differences might also present as stronger effect sizes if the

tasks were more difficult in nature; the simplicity of tasks made them more achievable by student novices,

thus, the differences may not have been as great. These results would best be tested with an online system

where live programming activities can take place, and the system should automatically log the time to

correct completion without letting participants move to the next task unless they either (a) correctly solve

the challenge or (b) hit a pre-determined time limit per task. Additionally, it should be considered if the

task difficulty should be static or build in difficulty, and at what difficulty each level of programming task

should be. With such changes and considerations, results could be further evaluated to determine if this

research question is further supported or refuted in subsequent studies.

5.1.3 RQ 3

What capabilities could be added to a block language and environment to ease the transitional friction for

learners to become professionals?

Here, the purpose was to find if there are gaps in current block languages that could help with learning

to program, transference of that learning, and programming in block languages in general. If done properly,

the need for a transfer of learning might be diminished because the block language and environment would

be robust enough to be suitable for a broader set of programming purposes, which means more programmers

would be able to use it for more tasks during a longer tenure.

The first beneficial addition to block languages is to have a single, left-aligned column of blocks, at least

for left-to-right language readers. With the aforementioned discussion about spatial layout, we recognized

the inability to have line numbers, despite programmers’ preference for them. Employing this layout

also prevents the dispersed layout and the need for wide-scale horizontal scrolling. It would also prevent

times when spatial layout with blocks results in some blocks getting orphaned on the editing palette
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or the case of not knowing which block groups will run first. Having the single, left-aligned column of

blocks prevents many of the detrimental issues empirically assessed in the two studies in this dissertation.

Programmers would instead be able to rely upon vertical scrolling, consistent layout, line numbers, reliable

parse/execution order, and not losing any of their code to an unfindable location.

Another potential beneficial addition to block languages is the ability to create comments. While there

are some block languages that allow for comments, many of them hide the comments inside of a popup

or another area that is difficult to discover. Comments serve various purposes and should be added to

programs to aid with rapid program comprehension [157, 158], which is critical, considering that prior

studies demonstrate that program comprehension takes over half the time spent in development activi-

ties [132, 133]. Providing the ability to add comments prominently in special-made blocks for comments,

rather than hiding them or disallowing them, will help learners to better understand and professionals to

more quickly comprehend preexisting code.

Creating a context-aware palette for a block-based IDE is another potential way to make block languages

beneficially scale from learners to professionals. There are multiple tools, or features/affordances, that can

be added to a context-aware palette beyond just the standard set of blocks outlined in the discussion of

RQ 1. We will address them here in order of preference from the second study in chapter 4 about the

context-aware IDE.

First, example code was the most commonly-requested tool for a context-aware palette. While initially

this might seem to indicate that example code should always be present, in fact it is most powerful when

used in specific contexts. For example, attempting to display example code in an empty or near-empty file is

not beneficial, and in fact it could get in the way of more useful tools for that stage of code implementation.

Similarly, there are times in writing programs, such as a simple “if statement” in a script, where example

code may cause cognitive overload rather than serve as a helpful tool. Where example code could truly

display its power is when the cursor is on specific blocks, such as classes or functions/methods; thus, the

palette could provide access to example code about the usage of those blocks. This advanced feature

would be quite powerful for intermediate and advanced programmers who are learning new programming

language features.

Another context-aware feature that would benefit programmers from novices through professionals is

blocks of in-scope variables. Many block languages are able to add user-created variable blocks to their

existing palette. The power behind a context-aware palette presenting in-scope variables is two-fold. For

one, the palette would not present blocks outside of the scope where the cursor sits, so there would be
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reduced clutter on the palette. Secondly, the context-aware palette could show in-scope variables that were

inherited from other classes in the scope. These would both be beneficial as a learning tool about scope,

as well as a means of enhancing efficiency for advanced programmers.

Alerts about problems and how to fix them were highly ranked across the board by programmers. This

tool would provide the capability to see in real time when an error existed. Current IDEs often show a

small red dot in the margin of the code indicating when an error exists. In the example code we provided

in the study from chapter 4 about the IDE, the entire block turned red to indicate there was an issue. If,

in addition to this red alert color, a new section of the context-aware palette appeared and displayed a

plainly worded explanation of the problem, the programmer would be able to easily fix it. Additionally, if

the error is as simple as needing to add a new “use statement,” as in the case of our example in the study,

the error explanation section could have a button for the programmer to click that would automatically

add said “use statement” to the top of the program. Having effective and prominent messaging for syntax

errors is critical, especially for novices [159, 160, 89].

The final two suggested additions will be addressed together: blocks for all the functions in a given

class and links to class documentation. Having the capability to show these options would be a beneficial

learning tool for novices as well as a shortcut and helper tool for advanced programmers. It would be

entirely possible to show both tools, but it may be redundant to do so. In the case of showing blocks

for all functions in the class, having a method to filter, such as a text box to type in part of the name,

would provide a shortcut to access the needed blocks. In addition, this method would allow discoverability

to lesser-used functions, especially for advanced programmers. For example, it would be easy to imagine

an array class, such as in the Quorum programming language, having a function to add an element to

an array along with the value and location, like this: “Add(integer location, Type value)” in a given

language. If the programmer typed “Add” into the filter box, they may discover more helpful functions

such as “AddToEnd(Type value)” and “AddToFront(Type value)” that would automatically handle adding

the value at the location for them. Providing the functionality to automatically generate all the blocks in

a given class, along with having a filter box, could speed up professional programmers’ work as well as be

a tool for novices to expand their programming knowledge. Similarly, having links to class documentation

would be beneficial in that the programmer would have easy, one-click access to all the documentation,

which would provide all the information about what classes are available and how to use them without any

arduous searching. It could additionally have example code, which is the most requested tool addition to

a context-aware palette.
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Taken all together, these capabilities could enhance the capability for novices to learn programming,

the efficiency of professional programmers, and potentially reduce the transitional friction from blocks to

text by providing a robust block-based programming language and environment to keep programmers using

blocks from the learning stage through professional programming.

5.2 Future Research

Numerous studies could expand on this study of block-based attributes. The study could be replicated with

live programming tasks and with some minor instrumentation changes, such as timing, forcing correctness

within a time limit, and the ability to vary treatments, to see if the findings from this present study hold.

Such a system, and its online availability, would provide programmers with the ability to actually solve

live coding challenges. The first study in chapter 3 about visual attributes in a block-based language could

be fully replicated within such an environment to determine if the results hold true.

Another interesting independent study to pursue is one on color usage. Much is stated about block

languages using colors as a memory and programming aid, yet many studies lament the low transference

of learning from blocks to text. There is a discordance, in this researcher’s opinion, between how colors

are treated in block languages, which are done by functional groups, versus in text-based languages, which

are colored by syntactic groups. It is entirely possible that some of the transference of learning issues are

due to the aforementioned discordance, so a study should be performed to test that idea.

There are several studies that could be performed after the initial creation of a context-aware IDE.

First, the second study in chapter 4 could be fully replicated as-is with live coding challenges. As stated

above, with some development work, the study could be replicated with live programming tasks to see if

the findings hold. Additional studies could be done with varying treatments, such as changed tool orders

or a control group using static, non-context-aware tools for comparison. With those studies, task timing

and accuracy could come into play and be better measures than user-selected preferences.

In both cases, additional studies could be repeated with more professional programmers. Perhaps

even more importantly, the studies could be repeated with K–12 students and teachers. Block-based

programming is extremely popular for early-stage computer science education, so input from K–12 students

and teachers is critical to ensuring we are serving this important group. Of particular interest is K–4, in

which students are in the early stages of learning how to read, so a block language needs to be usable for

pre-literate students. This would include a transitional age range where students could use a programming
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language without words and proceed into a programming language with simple words. Following that,

there is the next transitional state from simplified words to more complex, expressive language as students

transition to high school. Throughout these age ranges, there are multiple states where transitional friction

may occur, so any studies that expand on these works would be beneficial to computer science education

and computational thinking overall.
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Appendix A

Survey Instrument 1

The following is the instrument that was created to assess the attributes in chapter 3, Study 1: Assessing

Visual Attributes’ Role in Readability and Comprehension of Block-Based Programs.
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block-based-programming-irb-req

Consent

Tools Saved at 4:43 PM Draft Preview Publish
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Consent

Block-Based Programming

Howard Hughes School of Engineering

Computer Science

UNLV

INFORMED CONSENT FORM:

Before you consider the research, you should be aware of the following information:
Research is voluntary. You do not have to be in this research study.
There are no risks to you from participating in this research study except for your
time and inconvenience.
You will fill out a survey with basic demographic information about yourself.
You will work through some programming tasks and answer questions about
them.
The research study will take approximately 15 minutes.
If you agree to be in the study, you should read the rest of this document. The
document explains what will happen to people in the study.
You must be at least 18 years of age to participate.

WHY ARE YOU BEING ASKED TO PARTICIPATE:
The purpose of the research is to learn about how block-based programming
languages are used by practitioners.

WHAT YOU WILL BE ASKED TO DO:
If you decide to participate, you will be asked to fill out a demographic survey (e.g.,
age, gender, etc), work through some problems related to reading software
programs, and provide feedback. 

RISKS:
Except for your time and inconvenience, there are no risks to you from participating
in this study.

BENEFITS:
While this study will have no direct benefit to you, this research may help you learn
more about programming and programming environments.

CONFIDENTIALITY:
Your name will not be on any of the data. Your name or other identifying
information will not be reported in any publications. The de-identified data could be
used for future research studies or distributed to another investigator for future
research studies without additional informed consent from you.
VOLUNTARY:
Participation is voluntary. If you choose to take part in this study, you may stop at
any time.

CONTACT INFORMATION:
If you have any questions about this study, please contact Alex Hoffman at
alex.hoffman@unlv.edu or Dr. Andreas Stefik at andreas.stefik@unlv.edu. If you
have any questions about your rights as a research participant, please contact the
Office of Research Integrity, University of Nevada Las Vegas, at ORI@unlv.edu.
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If you click Accept, it indicates that you have read the above information and agree
to participate, and you will continue to the experiment.Consent Answer

Yes, I Accept

No, I Do Not Accept

Do you consent to be in this study?

Import from library Add new question

Demographics

D1

High School

Some College

Associate Degree

Bachelors Degree

Masters Degree

PhD

Other

What is the highest level of education you completed?

D2

Freshman

Sophomore

Junior

Senior

Graduate

Not Enrolled

If you are currently enrolled in college, what is your classification?

D3

How old are you?

Ŀ
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D4

Male

Female

Non-binary / third gender

Prefer not to say

What is your gender?

D5

White

Black or African American

American Indian or Alaska Native

Asian

Native Hawaiian or Pacific Islander

Other

Prefer not to say

What is your ethnicity?

D6

Currently employed to write code

Previously employed to write code

Never employed to write code as a primary job function, but it was a periodic part of the job

Never employed to write code

Are you now or have you ever been employed to write code professionally, regardless of
the programming language?

D7

C / C++

Java

Javascript

HTML / CSS

PHP

Python

Other

None

What programming languages have you used to write code?
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D8

How many years of programming experience do you have?

Import from library Add new question

Explanation1_clr

E1

You will be introduced to a block-based programming
language. You will then be asked a series of questions
about the block-code that is presented to you. 
 
Variables are used to store information to be referenced and manipulated in a program.
 

This block creates or initializes a variable (named
my_var).

This block uses an existing variable (named my_var).

 

Import from library Add new question

Explanation2_clr

Ŀ
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E2

Here are some basic types of data.
 

This is an integer, which is a whole number:

This is how to set the variable my_var to the integer 5:

 

This is a string, which is text-based data that can contain letters, numbers,
spaces, and special characters:

  

This is how to set the variable my_var to the string "Hello world!":

 

This is a bool, which can only be either True or False:

 

This is how to set the variable my_var to True:

 

Import from library Add new question

T1-Q1a-GrpA

107



6/3/23, 4:43 PM Edit Survey | Qualtrics Experience Management

https://unlv.co1.qualtrics.com/survey-builder/SV_7WeStt3DXi7s52C/edit?Tab=Builder 8/98

T1a

Use this code to answer the questions below. You
might need to scroll down to see all the code.

T1a-1

How many times is a variable created in the code above? (if any are in a loop, count it
as 1)

Type the number below or "unsure" if you are unclear or need more info.

Q15

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1a_GrpA

Ŀ
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Q291

Use this code to answer the questions below. You
might need to scroll down to see all the code.

109



6/3/23, 4:43 PM Edit Survey | Qualtrics Experience Management

https://unlv.co1.qualtrics.com/survey-builder/SV_7WeStt3DXi7s52C/edit?Tab=Builder 10/98

T1F1a

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.

Extremely

Harmful

Very

Harmful

Somewhat

Harmful

Neither

Helpful

nor

Harmful

Somewhat

Helpful

Very

Helpful

Extremely

Helpful

1 2 3 4 5 6 7

Color of the block

Shape of the block

Arrangement of the

blocks

Scrolling

Text, punctuation, or

symbols

Lack of comments

Lack of line numbers

Spacing

Dropdown arrow next to

text

Other

Import from library Add new question

T1-Q1b-GrpA
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T1b

Use this code to answer the questions below. You
might need to scroll down to see all the code.

T1b-1

How many times is a variable used (not set) in the code above?
Note: it does not have to be executed to be used. Any use in a loop counts as 1 time.

Type the number below or "unsure" if you are unclear or need more info.

Q25

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1b_GrpA

Ŀ
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Q315

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q316

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.

Extremely

Harmful

Very

Harmful

Somewhat

Harmful

Neither

Helpful

nor

Harmful

Somewhat

Helpful

Very

Helpful

Extremely

Helpful

1 2 3 4 5 6 7

Color of the block

Shape of the block

Arrangement of the

blocks

Scrolling

Text, punctuation, or

symbols

Lack of comments

Lack of line numbers

Spacing

Dropdown arrow next to

text

Other

Import from library Add new question

T1-Q1c-GrpA
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T1c

Use this code to answer the questions below. You
might need to scroll down to see all the code.

T1c-1

How many strings are in the code above?
Note: Count only strings inside of quotation marks. Count each string inside of quotation
marks as one, even if it is within a loop. Count each string separately, even if they are on
the same line.

Type the number below or "unsure" if you are unclear or need more info.

Q21

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1c_GrpA

Ŀ

114



6/3/23, 4:43 PM Edit Survey | Qualtrics Experience Management

https://unlv.co1.qualtrics.com/survey-builder/SV_7WeStt3DXi7s52C/edit?Tab=Builder 15/98

Q317

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q318

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.

Extremely

Harmful

Very

Harmful

Somewhat

Harmful

Neither

Helpful

nor

Harmful

Somewhat

Helpful

Very

Helpful

Extremely

Helpful

1 2 3 4 5 6 7

Color of the block

Shape of the block

Arrangement of the

blocks

Scrolling

Text, punctuation, or

symbols

Lack of comments

Lack of line numbers

Spacing

Dropdown arrow next to

text

Other

Import from library Add new question

T1-Q1d-GrpA
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T1d

Use this code to answer the questions below. You
might need to scroll down to see all the code.

T1d-1

ERR_MSG

num

guess

guesses

result

Unsure or need more information

Which variable was used the most? (not set)
Note: Count each usage inside as one. Assume any loops only execute one time.

Q184

This question lets you record and manage how long a participant spends on this page. This question will not be displayed
to the participant.

Import from library Add new question

T1-F1d_GrpA
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Q319

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q320

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.

Extremely

Harmful

Very

Harmful

Somewhat

Harmful

Neither

Helpful

nor

Harmful

Somewhat

Helpful

Very

Helpful

Extremely

Helpful

1 2 3 4 5 6 7

Color of the block

Shape of the block

Arrangement of the

blocks

Scrolling

Text, punctuation, or

symbols

Lack of comments

Lack of line numbers

Spacing

Dropdown arrow next to

text

Other

Import from library Add new question

T1-Q1a-GrpB
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T1Q1a

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

T1q1-a

How many times is a variable created in the code above? (if any are in a loop, count it
as 1)

Type the number below or "unsure" if you are unclear or need more info.

Q190

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1a_GrpB

Ŀ
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Q328

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q329

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.

Extremely

Harmful

Very

Harmful

Somewhat

Harmful

Neither

Helpful

nor

Harmful

Somewhat

Helpful

Very

Helpful

Extremely

Helpful

1 2 3 4 5 6 7

Color of the block

Shape of the block

Arrangement of the

blocks

Scrolling

Text, punctuation, or

symbols

Lack of comments

Lack of line numbers

Spacing

Dropdown arrow next to

text

Other

Import from library Add new question

T1-Q1b-GrpB
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T1Q1b

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

T1Q1-b

How many times is a variable used (not set) in the code above?
Note: it does not have to be executed to be used. Any use in a loop counts as 1 time.

Type the number below or "unsure" if you are unclear or need more info.

Q200

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1b_GrpB

Ŀ
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Q330

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q331

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.

Extremely

Harmful

Very

Harmful

Somewhat

Harmful

Neither

Helpful

nor

Harmful

Somewhat

Helpful

Very

Helpful

Extremely

Helpful
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T1Q1c

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

T1q1c-1

How many strings are in the code above?
Note: Count only strings inside of quotation marks. Count each string inside of quotation
marks as one, even if it is within a loop. Count each string separately, even if they are on
the same line.

Q206

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1c_GrpB

Ŀ
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Q332

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q333

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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T1Q1d

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

T1Q1d-1

ERR_MSG

num

guess

guesses

result

Unsure or need more information

Which variable was used the most? (not set)
Note: Count each usage inside as one, even if it is within a loop.

Q209

This question lets you record and manage how long a participant spends on this page. This question will not be displayed
to the participant.

Import from library Add new question
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T1-F1d_GrpB

Q334

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q335

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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E3

Here is how to print data to the program's user.
 

This is the print block, which prints the item inside parentheses () to the
user

This is how to print the variable my_var:

 
 
This is how to print the string "Hello world!":

This is how to print an integer:

 

Import from library Add new question

Explanation4_clr
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Q342

Here is how to receive input from the program's user.
 

This is the input block, which prints any text inside quotation marks to the
user:
 

Here, the question "What is your name" is printed to the user, and the
program waits for the user to type in an answer and press return:

 
This group of blocks will print the text "What is your name" to the user and
wait for a response. When the user responds, the data they entered will be
stored to the variable my_var:

Import from library Add new question

T1-Q1e-GrpA
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T1e

Use this code to answer the questions below. You
might need to scroll down to see all the code.

T1e-1

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

What is the first line of text displayed when the user runs the program?

Q29

This question lets you record and manage how long a participant spends on this page. This question will not be displayed
to the participant.
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Import from library Add new question

T1-F1e_GrpA

Q321

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q322

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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T1f

Use this code to answer the questions below. You
might need to scroll down to see all the code.

T1f-1

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

Assume num is set to 95 and the user enters the integer 5. What is the next single line
of text displayed to the user?

Q33

This question lets you record and manage how long a participant spends on this page. This question will not be displayed
to the participant.
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Import from library Add new question

T1-F1f_GrpA

Q323

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q324

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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T1g

Use this code to answer the questions below. You
might need to scroll down to see all the code.

T1g-1

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more info

Assume num is set to 50 and the user enters "help" at the prompt. What is the next
single line of text displayed to the user?

Q38

This question lets you record and manage how long a participant spends on this page. This question will not be displayed
to the participant.
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Import from library Add new question

T1-F1g_GrpA

Q325

Use this code to answer the questions below. You
might need to scroll down to see all the code.

141



6/3/23, 4:43 PM Edit Survey | Qualtrics Experience Management

https://unlv.co1.qualtrics.com/survey-builder/SV_7WeStt3DXi7s52C/edit?Tab=Builder 42/98

Q326

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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T1Q1e

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

T1Q1e-1

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

What is the first line of text displayed when the user runs the program?
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Q212

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1e_GrpB

Q336

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q337

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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T1Q1f

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

T1Q1f-1

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

Assume num is set to 95 and the user enters the integer 5. What is the next single line
of text displayed to the user?
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Q215

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1f_GrpB

Q338

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

147



6/3/23, 4:43 PM Edit Survey | Qualtrics Experience Management

https://unlv.co1.qualtrics.com/survey-builder/SV_7WeStt3DXi7s52C/edit?Tab=Builder 48/98

Q339

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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T1Q1g

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

T1Q1g-1

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

Assume num is set to 50 and the user enters "help" at the prompt. What is the next
single line of text displayed to the user?
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Q218

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1g_GrpB

Q340

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q341

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q344

You will be introduced to a block-based programming
language. You will then be asked a series of questions
about the block-code that is presented to you. 
 
Variables are used to store information to be referenced and manipulated in a program.
 

This block creates or initializes a variable (named
my_var).

This block uses an existing variable (named my_var).

   

Import from library Add new question

Explanation2_bw

152



6/3/23, 4:43 PM Edit Survey | Qualtrics Experience Management

https://unlv.co1.qualtrics.com/survey-builder/SV_7WeStt3DXi7s52C/edit?Tab=Builder 53/98

Q346

Here are some basic types of data.
 

This is an integer, which is a whole number:

This is how to set the variable my_var to the integer 5:

 

This is a string, which is text-based data that can contain letters, numbers,
spaces, and special characters:

  

This is how to set the variable my_var to the string "Hello world!":

  

This is a bool, which can only be either True or False:

  

This is how to set the variable my_var to True:

 

Import from library Add new question

T1-Q1a-GrpC
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Q347

Use this code to answer the questions below. You
might need to scroll down to see all the code.

Q348

How many times is a variable created in the code above? (if any are in a loop, count it
as 1)

Type the number below or "unsure" if you are unclear or need more info.

Q349

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1a_GrpC

Ŀ
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Q350

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q351

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q352

Use this code to answer the questions below. You
might need to scroll down to see all the code.

Q353

How many times is a variable used (not set) in the code above?
Note: it does not have to be executed to be used. Any use in a loop counts as 1 time.

Type the number below or "unsure" if you are unclear or need more info.

Q354

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1b_GrpC
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Q413

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q414

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q355

Use this code to answer the questions below. You
might need to scroll down to see all the code.

Q356

How many strings are in the code above?
Note: Count only strings inside of quotation marks. Count each string inside of quotation
marks as one, even if it is within a loop. Count each string separately, even if they are on
the same line.

Type the number below or "unsure" if you are unclear or need more info.

Q357

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question
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Q415

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q416

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q358

Use this code to answer the questions below. You
might need to scroll down to see all the code.

Q359

ERR_MSG

num

guess

guesses

result

Unsure or need more information

Which variable was used the most? (not set)
Note: Count each usage inside as one. Assume any loops only execute one time.

Q360

This question lets you record and manage how long a participant spends on this page. This question will not be displayed
to the participant.

Import from library Add new question
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T1-F1d_GrpC

Q417

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q418

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q361

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

Q362

How many times is a variable created in the code above? (if any are in a loop, count it
as 1)

Type the number below or "unsure" if you are unclear or need more info.

Q363

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1a_GrpD

Ŀ
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Q393

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q394

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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text

Other
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T1-Q1b-GrpD
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Q364

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

Q365

How many times is a variable used (not set) in the code above?
Note: it does not have to be executed to be used. Any use in a loop counts as 1 time.

Type the number below or "unsure" if you are unclear or need more info.

Q366

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1b_GrpD
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Q425

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q426

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q367

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

Q368

How many strings are in the code above?
Note: Count only strings inside of quotation marks. Count each string inside of quotation
marks as one, even if it is within a loop. Count each string separately, even if they are on
the same line.

Q369

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1c_GrpD
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Q427

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q428

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q370

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

Q371

ERR_MSG

num

guess

guesses

result

Unsure or need more information

Which variable was used the most? (not set)
Note: Count each usage inside as one, even if it is within a loop.

Q372

This question lets you record and manage how long a participant spends on this page. This question will not be displayed
to the participant.

Import from library Add new question
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T1-F1d_GrpD

Q429

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q430

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q373

Here is how to print data to the program's user.
 

This is the print block, which prints the item inside parentheses () to the
user

This is how to print the variable my_var:

 
This is how to print the string "Hello world!":

This is how to print an integer:

 

Import from library Add new question

Explanation4_bw
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Q374

Here is how to receive input from the program's user.
 

This is the input block, which prints any text inside quotation marks to the
user:

Here, the question "What is your name" is printed to the user, and the
program waits for the user to type in an answer and press return:

 
This group of blocks will print the text "What is your name" to the user and
wait for a response. When the user responds, the data they entered will be
stored to the variable my_var:

Import from library Add new question

T1-Q1e-GrpC
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Q375

Use this code to answer the questions below. You
might need to scroll down to see all the code.

Q376

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

What is the first line of text displayed when the user runs the program?

Q377

This question lets you record and manage how long a participant spends on this page. This question will not be displayed
to the participant.
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Q419

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q420

For each of the following visual indicators, please select how helpful or unhelpful it
was in answering the previous question.
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Q378

Use this code to answer the questions below. You
might need to scroll down to see all the code.

Q379

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

Assume num is set to 95 and the user enters the integer 5. What is the next single line
of text displayed to the user?
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Q380

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1f_GrpC

Q421

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q422

For each of the following visual indicators, please select how helpful or unhelpful it
was in answering the previous question.
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Q381

Use this code to answer the questions below. You
might need to scroll down to see all the code.

Q382

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more info

Assume num is set to 50 and the user enters "help" at the prompt. What is the next
single line of text displayed to the user?
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Q383

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1g_GrpC

Q423

Use this code to answer the questions below. You
might need to scroll down to see all the code.
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Q424

For each of the following visual indicators, please select how helpful or unhelpful it
was in answering the previous question.
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Q384

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

Q385

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

What is the first line of text displayed when the user runs the program?
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Q386

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1e_GrpD

Q431

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q432

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q387

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

Q388

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

Assume num is set to 95 and the user enters the integer 5. What is the next single line
of text displayed to the user?
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Q389

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question

T1-F1f_GrpD

Q433

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q434

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q390

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.

Q391

Input an integer from 1 to 100

high

low

correct

Choose an integer from 1 to 100

Your answer is high

Your answer is low

Your answer is correct

It took

guesses to guess correctly

None: the program crashes

Unsure or need more information

Assume num is set to 50 and the user enters "help" at the prompt. What is the next
single line of text displayed to the user?
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Q392

This question lets you record and manage how long a participant spends on this page. This question will not be displayed

to the participant.

Import from library Add new question
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Q435

Use this code to answer the questions below. You
might need to scroll to the right to see all the code.
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Q436

For each of the following visual indicators, please select how helpful or harmful it
was in answering the previous question.
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Q289

Thank you for your time. If you have any additional feedback, please record it in the
textbox below.

Q157

Yes

No

If you wish to enter your email address to verify you took this survey, please select "Yes"
to be directed to a new form. Your email address will not be associated with your survey
responses.

Otherwise select "No" to end the survey without recording your email.

Import from library Add new question

Add Block

End of Survey

We thank you for your time spent taking this survey.

Your response has been recorded.

Ŀ

198



Appendix B

Survey Instrument 2

The following is the instrument that was created to assess the attributes in chapter 4, Study 2: Context-

Aware Palette for a Block-Based Language.
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QS_IDE_IRB  ExpertReview score Fair

Consent

Q2

Yes, I Accept

No, I Do Not Accept

Do you consent to be in this study?

Import from library Add new question

Add Block

Time

Q1

Block-Based IDE

Howard Hughes School of Engineering

Computer Science

UNLV

INFORMED CONSENT FORM:

Before you consider the research, you should be aware of the following information:
Research is voluntary. You do not have to be in this research study.
There are no risks to you from participating in this research study except for your time and inconvenience.
You will fill out a survey with basic demographic information about yourself.
You will look at an Integrated Development Environment (IDE) and answer questions about it.
The research study will take approximately 15 minutes.
If you agree to be in the study, you should read the rest of this document. The document explains what will happen to people
in the study.
You must be at least 18 years of age to participate.

WHY ARE YOU BEING ASKED TO PARTICIPATE:
The purpose of the research is to learn about how block-based programming languages are used by practitioners.

WHAT YOU WILL BE ASKED TO DO:
If you decide to participate, you will be asked to fill out a demographic survey (e.g., age, gender, etc), work through some
problems related to reading software programs, and provide feedback. 

RISKS:
Except for your time and inconvenience, there are no risks to you from participating in this study.

BENEFITS:
While this study will have no direct benefit to you, this research may help you learn more about programming and programming
environments.

CONFIDENTIALITY:
Your name will not be on any of the data. Your name or other identifying information will not be reported in any publications. The
de-identified data could be used for future research studies or distributed to another investigator for future research studies
without additional informed consent from you.

VOLUNTARY:
Participation is voluntary. If you choose to take part in this study, you may stop at any time.

CONTACT INFORMATION:
If you have any questions about this study, please contact Alex Hoffman at alex.hoffman@unlv.edu or Dr. Andreas Stefik at
andreas.stefik@unlv.edu. If you have any questions about your rights as a research participant, please contact the Office of
Research Integrity, University of Nevada Las Vegas, at ORI@unlv.edu.
 
If you click Accept, it indicates that you have read the above information and agree to participate, and you will continue to the
survey.

Tools Saved at 5:22 PM Draft Preview Publish
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Q1

This survey should take approximately 15 minutes to complete.

Your responses are anonymous, so your answers cannot be associated to you.

First, you will be asked some demographics questions.

After that, you will be asked questions regarding the study. Answer each question to the best of your ability without using external
references.

Import from library Add new question

Add Block

Demographics

Q1

High School

Some College

Associate Degree

Bachelors Degree

Masters Degree

PhD

Other

What is the highest level of education you completed?

Q2

Freshman

Sophomore

Junior

Senior

Graduate Program

Not Enrolled

If you are currently enrolled in college, what is your classification?

Q3

How old are you?

Q4

Male

Female

Non-binary / third gender

Prefer not to say

What is your gender?

Q5

White

Black or African American

American Indian or Alaska Native

Asian

Native Hawaiian or Pacific Islander

Other

Prefer not to say

What is your ethnicity?



201



1/29/24, 5:22 PM Edit Survey | Qualtrics Experience Management

https://unlv.co1.qualtrics.com/survey-builder/SV_b8bbFCiyh9lqMsK/edit 3/14

Q6

Currently employed to write code

Previously employed to write code

Never employed to write code as a primary job function, but it was a periodic part of the job

Never employed to write code

Are you now or have you ever been employed to write code professionally, regardless of the programming language?

Q7

C / C++

Java

Javascript

HTML / CSS

PHP

Python

Other

None

What programming languages have you used to write code?

Q8

How many years of professional programming experience do you have?

Q17

Yes

No

Have you ever programmed in a Block Based Language such as Scratch, Blockly, Snap!, Lego Mindstorms, etc?

Q17a

0–3

3–6

6–9

9+

How many years of experience do you have programming in a Block Based Language such as Scratch, Blockly, Snap!, Lego
Mindstorms, etc?

Q18

Yes

No

Have you ever programmed using an Integrated Development Environment (IDE) such as VS Code, IntelliJ, Eclipse, pyCharm,
etc?

Q18a

0–3

3–6

6–9

9+

How many years of experience do you have programming with an Integrated Development Environment (IDE) such as VS Code,
IntelliJ, Eclipse, pyCharm, etc?

Import from library Add new question

Add Block


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Explanation

Q1

You will be introduced to an Integrated Development Environment (IDE) for a block-
based programming language. You will then be asked some questions about the design
of the IDE. 
 

Import from library Add new question

Add Block

Setup

Q21

In this image, you can see a partial implementation for a program. Right now, it does not matter what the purpose of this program is.

The main pane (code area) on the top right contains the blocks for the program code. Here you can see various types of blocks such
as:

Blocks to Import: "use" to import a library
Blocks to create new blocks: "class" and "action"
Control: "repeat" blocks for repetition / looping
Conditional: "if" block
I/O: input/output blocks to print to the console or receive input from the user
Exit: "return" block to return the array variable back to a calling function
Variable blocks in blue
Comment blocks in white
Blank block to represent an empty line for spacing purposes

The bottom pane (which above, says "Welcome to Quorum Studio!") has the console with output when the program runs, and it can
also show compiler errors, etc. 

Import from library Add new question

Add Block
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freeform_setup

Q42

In this image, you can see a freshly opened IDE with an empty code editor.

The left pane contains section tabs such as Projects (current open projects and files), Scene, Palette, and Suggestions.

 In the left pane, you can see the Suggestions tab. The Suggestions tab will provide elements that will help you write your program.

Q22

Imagine you need to write a new program. It could be anything like a recursive fibonacci function, a new game, or some statistical
analysis.

In a broad sense, what could show up in the Suggestions tab in the left pane that would help you with writing a program?

Import from library Add new question

Add Block

q1_use


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Q39

Imagine you've been tasked to write a small function that will take in an integer array, prints out the even integers, and then returns
an array of the even integers to the caller.

Assume that the cursor is anywhere on the line with the green arrow.

Think about which items below could be shown in the left pane that would be beneficial to your success in writing this program.

Q38

Please drag-and-drop the items below to categorize them into "HELPFUL in this context" or "NOT HELPFUL in this context."

Then, please rank the items in the "HELPFUL in this context" category, starting with 1=most helpful. You do not need to rank the
items in the "NOT HELPFUL" category:

Items

Project Files / Structure

Alert About What Problems

(red blocks) Mean & How to

Resolve

Source Control

Class Name/Library

Class Short Description (max

240 Chars)

Link to Class Documentation

Example Code

Blocks of In-Scope Variables

Blocks to Create New

Variables

Blocks for Control (Repetition

/ Loops)

Blocks for Conditionals (if /

else, etc)

Blocks of All Functions in the

Class

Blocks for I/O (Print, Input,

Clicks, etc)

Blocks to Create New Blocks

(New Class, New Function,

etc)

Blocks for Exiting (Return,

Continue, Break, etc)

Blocks to Import Additional

Libraries (use)

HELPFUL in this context

NOT HELPFUL in this context

Q54

If you have any other helpful ideas, please enter them in the box below:

Import from library Add new question

Add Block

q2_error



205



1/29/24, 5:22 PM Edit Survey | Qualtrics Experience Management

https://unlv.co1.qualtrics.com/survey-builder/SV_b8bbFCiyh9lqMsK/edit 7/14

Q48

Imagine you've been tasked to write a small function that will take in an integer array, prints out the even integers, and then returns
an array of the even integers to the caller. 

When a block is red, it means there is an error on the line.

Assume that the cursor is anywhere on the line with the green arrow.

Think about which items below could be shown in the left pane that would be beneficial to your success in writing this program.

Q49

Please drag-and-drop the items below to categorize them into "HELPFUL in this context" or "NOT HELPFUL in this context."

Then, please rank the items in the "HELPFUL in this context" category, starting with 1=most helpful. You do not need to rank the
items in the "NOT HELPFUL" category:

Items

Project Files / Structure

Alert About What Problems

(red blocks) Mean & How to

Resolve

Source Control

Class Name/Library

Class Short Description (max

240 Chars)

Link to Class Documentation

Example Code

Blocks of In-Scope Variables

Blocks to Create New

Variables

Blocks for Control (Repetition

/ Loops)

Blocks for Conditionals (if /

else, etc)

Blocks of All Functions in the

Class

Blocks for I/O (Print, Input,

Clicks, etc)

Blocks to Create New Blocks

(New Class, New Function,

etc)

Blocks for Exiting (Return,

Continue, Break, etc)

Blocks to Import Additional

Libraries (use)

HELPFUL in this context

NOT HELPFUL in this context

Q55

If you have any other helpful ideas, please enter them in the box below:

Import from library Add new question

Add Block

q3_if_block


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Q42

Imagine you've been tasked to write a small function that will take in an integer array, prints out the even integers, and then returns
an array of the even integers to the caller.

Assume that the cursor is in the box with the "if" statement on the line with the green arrow.

Think about which items below could be shown in the left pane that would be beneficial to your success in writing this program.

Q43

Please drag-and-drop the items below to categorize them into "HELPFUL in this context" or "NOT HELPFUL in this context."

Then, please rank the items in the "HELPFUL in this context" category, starting with 1=most helpful. You do not need to rank the
items in the "NOT HELPFUL" category:

Items

Project Files / Structure

Alert About What Problems

(red blocks) Mean & How to

Resolve

Source Control

Class Name/Library

Class Short Description (max

240 Chars)

Link to Class Documentation

Example Code

Blocks of In-Scope Variables

Blocks to Create New

Variables

Blocks for Control (Repetition

/ Loops)

Blocks for Conditionals (if /

else, etc)

Blocks of All Functions in the

Class

Blocks for I/O (Print, Input,

Clicks, etc)

Blocks to Create New Blocks

(New Class, New Function,

etc)

Blocks for Exiting (Return,

Continue, Break, etc)

Blocks to Import Additional

Libraries (use)

HELPFUL in this context

NOT HELPFUL in this context
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Q57

If you have any other helpful ideas, please enter them in the box below:

Import from library Add new question

Add Block

q4_functionCall

Q50

Imagine you've been tasked to write a small function that takes in two integers and adds them together.

Assume that the cursor is at the end of the line with the green arrow, and you need to complete the function call.

Think about which items below could be shown in the left pane that would be beneficial to your success in writing this program.


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Q51

Please drag-and-drop the items below to categorize them into "HELPFUL in this context" or "NOT HELPFUL in this context."

Then, please rank the items in the "HELPFUL in this context" category, starting with 1=most helpful. You do not need to rank the
items in the "NOT HELPFUL" category:

Items

Project Files / Structure

Alert About What Problems

(red blocks) Mean & How to

Resolve

Source Control

Class Name/Library

Class Short Description (max

240 Chars)

Link to Class Documentation

Example Code

Blocks of In-Scope Variables

Blocks to Create New

Variables

Blocks for Control (Repetition

/ Loops)

Blocks for Conditionals (if /

else, etc)

Blocks of All Functions in the

Class

Blocks for I/O (Print, Input,

Clicks, etc)

Blocks to Create New Blocks

(New Class, New Function,

etc)

Blocks for Exiting (Return,

Continue, Break, etc)

Blocks to Import Additional

Libraries (use)

HELPFUL in this context

NOT HELPFUL in this context

Q58

If you have any other helpful ideas, please enter them in the box below:

Import from library Add new question

Add Block

q5_dataframe

Q54

Imagine you're doing some statistical analysis, and need to load data into a dataframe.

Assume that the cursor is on the line with the green arrow where a new dataframe is being instantiated.

Think about which items below could be shown in the left pane that would be beneficial to your success in writing this program.


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Q55

Please drag-and-drop the items below to categorize them into "HELPFUL in this context" or "NOT HELPFUL in this context."

Then, please rank the items in the "HELPFUL in this context" category, starting with 1=most helpful. You do not need to rank the
items in the "NOT HELPFUL" category:

Items

Project Files / Structure

Alert About What Problems

(red blocks) Mean & How to

Resolve

Source Control

Class Name/Library

Class Short Description (max

240 Chars)

Link to Class Documentation

Example Code

Blocks of In-Scope Variables

Blocks to Create New

Variables

Blocks for Control (Repetition

/ Loops)

Blocks for Conditionals (if /

else, etc)

Blocks of All Functions in the

Class

Blocks for I/O (Print, Input,

Clicks, etc)

Blocks to Create New Blocks

(New Class, New Function,

etc)

Blocks for Exiting (Return,

Continue, Break, etc)

Blocks to Import Additional

Libraries (use)

HELPFUL in this context

NOT HELPFUL in this context

Q59

If you have any other helpful ideas, please enter them in the box below:

Import from library Add new question

Add Block

q6_chart


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Q52

Imagine you're doing some statistical analysis, and you need to display the chart or make some edits to the chart. 

Assume that the cursor is on the line with the green arrow after the colon ( : ) (similar to dot notation in Java or Python) and you need
to complete this line of code.

Think about which items below could be shown in the left pane that would be beneficial to your success in writing this program.

Q53

Please drag-and-drop the items below to categorize them into "HELPFUL in this context" or "NOT HELPFUL in this context."

Then, please rank the items in the "HELPFUL in this context" category, starting with 1=most helpful. You do not need to rank the
items in the "NOT HELPFUL" category:

Items

Project Files / Structure

Alert About What Problems

(red blocks) Mean & How to

Resolve

Source Control

Class Name/Library

Class Short Description (max

240 Chars)

Link to Class Documentation

Example Code

Blocks of In-Scope Variables

Blocks to Create New

Variables

Blocks for Control (Repetition

/ Loops)

Blocks for Conditionals (if /

else, etc)

Blocks of All Functions in the

Class

Blocks for I/O (Print, Input,

Clicks, etc)

Blocks to Create New Blocks

(New Class, New Function,

etc)

Blocks for Exiting (Return,

Continue, Break, etc)

Blocks to Import Additional

Libraries (use)

HELPFUL in this context

NOT HELPFUL in this context
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Q60

If you have any other helpful ideas, please enter them in the box below:

Import from library Add new question

Add Block

Re-ask-freeform-text

Q46

Q47

Now that you've had more time to think about it in context, imagine you need to write a new program. It could be anything like a
recursive fibonacci function, a new game, or some statistical analysis.

In a broad sense, what could show up in the Suggestions tab that would help you with writing this function?

Import from library Add new question

Add Block

Final-ask-student




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Q1

Thank you for your time. If you have any additional feedback, please record it in the textbox below.

Q2

Yes

No

If you wish to enter your email address to verify you took this survey for course credit, please select "Yes" to be directed to a new
form. Your email address will not be associated with your survey responses.

Otherwise select "No" to end the survey without recording your email.

Import from library Add new question

Add Block

Professional Future Contact

Q1

Yes

No

Would you like to be contacted in the future with the results of this study or for opportunities to participate in future studies?

Import from library Add new question

Add Block

End of Survey

We thank you for your time spent taking this survey.

Your response has been recorded.


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2022 GCEC: Global Consortium of Entrepreneurship Centers Conference, Las Vegas, NV, Oct 2022 
2020 GCEC: Global Consortium of Entrepreneurship Centers Conference, Las Vegas, NV, Oct 2020 
2020 USC Election Cybersecurity Initiative, Las Vegas, NV, Feb 2020 
2019 B-Sides, Las Vegas, NV, Aug 2019 
2019 DEF CON, Las Vegas, NV, Aug 2019  
2019 Colloquium for Information Systems Security Education, Las Vegas, NV, Jun 2019 
2019 Blockchain Day, UNLV College of Engineering, Las Vegas, NV, May 2019 

 

WORKSHOPS 

2021 “Resume or Curriculum Vitae: How to Create Them and When to Use Them” UNLV Office of 
Online Education, Las Vegas, NV 

2021 “Inclusive Teaching Practices” UNLV Office of Online Education, Las Vegas, NV 
2021 “Teaching with Business Cases Online for Creativity, Collaboration, & Cohesion” UNLV Office 

of Online Education, Las Vegas, NV 
2020 “Best Practices in Online Teaching” UNLV Office of Online Education, Las Vegas, NV 
2020 “NASA/DRI Cybersecurity Bootcamp.” Las Vegas, NV, Jan 13-17, 2020. 
2019 “How to Design Interactive Course Activities.” UNLV Office of Online Education, Las Vegas, 

NV. 
2019 “Foundations of Accessibility.” UNLV Office of Accessibility Resources, Las Vegas, NV.   
2019 “Malware Traffic Analysis.” B-Sides, Las Vegas, NV, Aug 6-7, 2019. 
2018 “Blockchain Workshop.” UNLV Department of Computer Science, College of Engineering, Las 

Vegas, NV.  
 
AWARDS & DISTINCTIONS 

Best Paper: “Decentralized Security Bounty Management on Blockchain and IPFS,” IEEE CCWC 2020 
Awarded as Best Paper in the category of Cryptography and Information Security. 
 
NASA/DRI Cybersecurity Bootcamp. Las Vegas, NV 
Competitively selected (20% acceptance) to attend a workshop hosted by the Desert Research Institute 
and funded by NASA to teach cybersecurity for robotics, UAVs, IoT, and big data. 
 

PROFESSIONAL CERTIFICATIONS 

PMI Agile Certified Professional 
Certified ScrumMaster 
Certified Scrum Product Owner 
Certified Scrum Professional 
 
PROFESSIONAL ASSOCIATIONS & STUDENT GROUPS 

Project Management Institute 
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Phi Kappa Phi Honor Society—Inducted in 2018 
IEEE 
National Cybersecurity Student Association 2019-2021 
Layer Zero 2018-2021 
Shad0w Synd1cate 2018-2021 
Rebel Venture Fund 2017-2018 
 
COMMUNITY SERVICE  

2023 – present City of Refuge Ministries, Ghana (K–12), Tema, Ghana 
2016 – present  Three Square, Las Vegas, NV (Volunteer)  
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